Backtracking

# 254. Rat in a maze Problem

Consider a rat placed at **(0, 0)** in a square matrixof order **N \* N**. It has to reach the destination at **(N - 1, N - 1)**. Find all possible paths that the rat can take to reach from source to destination. The directions in which the rat can move are **'U'(up)**, **'D'(down)**, **'L' (left)**, **'R' (right)**. Value 0 at a cell in the matrix represents that it is blocked and rat cannot move to it while value 1 at a cell in the matrix represents that rat can be travel through it.  
**Note**: In a path, no cell can be visited more than one time.

**Example 1:**

**Input**:

N = 4

m[][] = {{1, 0, 0, 0},

{1, 1, 0, 1},

{1, 1, 0, 0},

{0, 1, 1, 1}}

**Output:**

DDRDRR DRDDRR

**Explanation**:

The rat can reach the destination at

(3, 3) from (0, 0) by two paths - DRDDRR

and DDRDRR, when printed in sorted order

we get DDRDRR DRDDRR.

**Example 2:**

**Input**:

N = 2

m[][] = {{1, 0},

{1, 0}}

**Output:**

-1

**Explanation**:

No path exists and destination cell is

blocked.

**Your Task:**  
You don't need to read input or print anything. Complete the function **printPath()**which takes **N**and 2D array**m[ ][ ]**as input parameters and returns the list of paths in lexicographically increasing order.   
**Note:** In case of no path, return an empty list. The driver will output **"-1"** automatically.

**Expected Time Complexity:** O((3N^2)).  
**Expected Auxiliary Space:** O(L \* X), L = length of the path, X = number of paths.

**Constraints:**  
2 ≤ N ≤ 5  
0 ≤ m[i][j] ≤ 1

## Solution:

**Approach:**

1. Start from the initial index (i.e. (0,0)) and look for the valid moves through the adjacent cells in the order **Down->Left->Right->Up** (so as to get the sorted paths) in the grid.
2. If the move is possible, then move to that cell while storing the character corresponding to the move(D,L,R,U) and again start looking for the valid move until the last index (i.e. (n-1,n-1)) is reached.
3. Also, keep on marking the cells as visited and when we traversed all the paths possible from that cell, then unmark that cell for other different paths and remove the character from the path formed.
4. As the last index of the grid(bottom right) is reached, then store the traversed path.

Below is the implementation of the above approach:

// C++ implementation of the above approach

#include <bits/stdc++.h>

#define MAX 5

using namespace std;

// Function returns true if the

// move taken is valid else

// it will return false.

bool isSafe(int row, int col, int m[][MAX],

int n, bool visited[][MAX])

{

if (row == -1 || row == n || col == -1 ||

col == n || visited[row][col]

|| m[row][col] == 0)

return false;

return true;

}

// Function to print all the possible

// paths from (0, 0) to (n-1, n-1).

void printPathUtil(int row, int col, int m[][MAX],

int n, string& path, vector<string>&

possiblePaths, bool visited[][MAX])

{

// This will check the initial point

// (i.e. (0, 0)) to start the paths.

if (row == -1 || row == n || col == -1

|| col == n || visited[row][col]

|| m[row][col] == 0)

return;

// If reach the last cell (n-1, n-1)

// then store the path and return

if (row == n - 1 && col == n - 1) {

possiblePaths.push\_back(path);

return;

}

// Mark the cell as visited

visited[row][col] = true;

// Try for all the 4 directions (down, left,

// right, up) in the given order to get the

// paths in lexicographical order

// Check if downward move is valid

if (isSafe(row + 1, col, m, n, visited))

{

path.push\_back('D');

printPathUtil(row + 1, col, m, n,

path, possiblePaths, visited);

path.pop\_back();

}

// Check if the left move is valid

if (isSafe(row, col - 1, m, n, visited))

{

path.push\_back('L');

printPathUtil(row, col - 1, m, n,

path, possiblePaths, visited);

path.pop\_back();

}

// Check if the right move is valid

if (isSafe(row, col + 1, m, n, visited))

{

path.push\_back('R');

printPathUtil(row, col + 1, m, n,

path, possiblePaths, visited);

path.pop\_back();

}

// Check if the upper move is valid

if (isSafe(row - 1, col, m, n, visited))

{

path.push\_back('U');

printPathUtil(row - 1, col, m, n,

path, possiblePaths, visited);

path.pop\_back();

}

// Mark the cell as unvisited for

// other possible paths

visited[row][col] = false;

}

// Function to store and print

// all the valid paths

void printPath(int m[MAX][MAX], int n)

{

// vector to store all the possible paths

vector<string> possiblePaths;

string path;

bool visited[n][MAX];

memset(visited, false, sizeof(visited));

// Call the utility function to

// find the valid paths

printPathUtil(0, 0, m, n, path,

possiblePaths, visited);

// Print all possible paths

for (int i = 0; i < possiblePaths.size(); i++)

cout << possiblePaths[i] << " ";

}

// Driver code

int main()

{

int m[MAX][MAX] = { { 1, 0, 0, 0, 0 },

{ 1, 1, 1, 1, 1 },

{ 1, 1, 1, 0, 1 },

{ 0, 0, 0, 0, 1 },

{ 0, 0, 0, 0, 1 } };

int n = sizeof(m) / sizeof(m[0]);

printPath(m, n);

return 0;

}

**Output:**

DDRRURRDDD DDRURRRDDD DRDRURRDDD DRRRRDDD

**Complexity Analysis:**

* **Time Complexity**: O(3^(n^2)).   
  As there are N^2 cells from each cell there are 3 unvisited neighbouring cells. So the time complexity O(3^(N^2).

**My Implementation:**

class Solution{

public:

void fun(vector<string> &res, string &str, vector<vector<int>> &m, int n, int x, int y){

if(m[x][y]==0)

return;

if(x==n-1 && y==n-1){

res.push\_back(str);

return;

}

m[x][y] = -1;

if(x<n-1 && m[x+1][y]==1){

str.push\_back('D');

fun(res, str, m, n, x+1, y);

str.pop\_back();

}

if(y>0 && m[x][y-1]==1){

str.push\_back('L');

fun(res, str, m, n, x, y-1);

str.pop\_back();

}

if(y<n-1 && m[x][y+1]==1){

str.push\_back('R');

fun(res, str, m, n, x, y+1);

str.pop\_back();

}

if(x>0 && m[x-1][y]==1){

str.push\_back('U');

fun(res, str, m, n, x-1, y);

str.pop\_back();

}

m[x][y] = 1;

}

vector<string> findPath(vector<vector<int>> &m, int n) {

vector<string> res;

string str = "";

fun(res, str, m, n, 0, 0);

return res;

}

};

**Time Complexity:** O(3^(n^2))

**Space Complexity:** O(n^2)

# 255. Printing all solutions in N-Queen Problem

The n-queens puzzle is the problem of placing **n** queens on a (**n×n)** chessboard such that no two queens can attack each other.  
Given an integer n, find all distinct solutions to the n-queens puzzle. Each solution contains distinct board configurations of the n-queens’ placement, where the solutions are a permutation of [1,2,3..n] in increasing order, here the number in the *ith* place denotes that the *ith*-column queen is placed in the row with that number. For eg below figure represents a chessboard [3 1 4 2].  
  
![https://contribute.geeksforgeeks.org/wp-content/uploads/ratinmaze_filled11-1.png](data:image/png;base64,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)

**Example 1:**

**Input:**

1

**Output:**

[1]

**Explaination:**

Only one queen can be placed

in the single cell available.

**Example 2:**

**Input:**

4

**Output:**

[2 4 1 3 ] [3 1 4 2 ]

**Explaination:**

These are the 2 possible solutions.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **nQueen()** which takes n as input parameter and returns a list containing all the possible chessboard configurations in sorted order. Return an empty list if no solution exists.

**Expected Time Complexity:** O(n!)  
**Expected Auxiliary Space:** O(n2)

**Constraints:**  
1 ≤ n ≤ 10

## Solution

**My Implementation**

class Solution{

public:

void fun(vector<vector<int>> &res, vector<int> &sol, int n, int i){

if(i==n){

res.push\_back(sol);

return;

}

for(int row=0; row<n; row++){

int j=0;

for(; j<sol.size();j++){

int i1=sol[j], j1=j, i2=row, j2=i;

if(i1==i2 || j1==j2 || (i1-j1)==(i2-j2) || (i1+j1)==(i2+j2))

break;

}

if(j==sol.size()){

sol.push\_back(row);

fun(res, sol, n, i+1);

sol.pop\_back();

}

}

}

vector<vector<int>> nQueen(int n) {

vector<vector<int>> res;

vector<int> sol;

fun(res, sol, n, 0);

for(int i=0;i<res.size();i++){

for(int j=0;j<res[0].size();j++)

res[i][j]++;

}

return res;

}

};

**Backtracking Algorithm**

The idea is to place queens one by one in different columns, starting from the leftmost column. When we place a queen in a column, we check for clashes with already placed queens. In the current column, if we find a row for which there is no clash, we mark this row and column as part of the solution. If we do not find such a row due to clashes then we backtrack and return false.

1) Start in the leftmost column

2) If all queens are placed

return true

3) Try all rows in the current column. Do following

for every tried row.

a) If the queen can be placed safely in this row

then mark this [row, column] as part of the

solution and recursively check if placing

queen here leads to a solution.

b) If placing queen in [row, column] leads to a

solution then return true.

c) If placing queen doesn't lead to a solution

then unmark this [row, column] (Backtrack)

and go to step (a) to try other rows.

3) If all rows have been tried and nothing worked,

return false to trigger backtracking.

***A modification is that we can find whether we have a previously placed queen in a column or in left diagonal or in right diagonal in O(1) time. We can observe that***

***1)For all cells in a particular left diagonal , their row + col  = constant.***

***2)For all cells in a particular right diagonal, their row – col + n – 1 = constant.***

**Let say n = 5, then we have a total of 2n-1 left and right diagonals**
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*Let say we placed a queen at (2,0)*

*(2,0) have leftDiagonal value = 2. Now we can not place another queen at (1,1) and (0,2) because both of these have same leftDiagonal value as for (2,0). Similar thing can be noticed for right diagonal as well.*

/\* C/C++ program to solve N Queen Problem using

backtracking \*/

#include <bits/stdc++.h>

using namespace std;

vector<vector<int> > result;

/\* A utility function to check if a queen can

be placed on board[row][col]. Note that this

function is called when "col" queens are

already placed in columns from 0 to col -1.

So we need to check only left side for

attacking queens \*/

bool isSafe(vector<vector<int> > board,

int row, int col)

{

int i, j;

int N = board.size();

/\* Check this row on left side \*/

for (i = 0; i < col; i++)

if (board[row][i])

return false;

/\* Check upper diagonal on left side \*/

for (i = row, j = col; i >= 0 && j >= 0; i--, j--)

if (board[i][j])

return false;

/\* Check lower diagonal on left side \*/

for (i = row, j = col; j >= 0 && i < N; i++, j--)

if (board[i][j])

return false;

return true;

}

/\* A recursive utility function to solve N

Queen problem \*/

bool solveNQUtil(vector<vector<int> >& board, int col)

{

/\* base case: If all queens are placed

then return true \*/

int N = board.size();

if (col == N) {

vector<int> v;

for (int i = 0; i < N; i++) {

for (int j = 0; j < N; j++) {

if (board[i][j] == 1)

v.push\_back(j + 1);

}

}

result.push\_back(v);

return true;

}

/\* Consider this column and try placing

this queen in all rows one by one \*/

bool res = false;

for (int i = 0; i < N; i++) {

/\* Check if queen can be placed on

board[i][col] \*/

if (isSafe(board, i, col)) {

/\* Place this queen in board[i][col] \*/

board[i][col] = 1;

// Make result true if any placement

// is possible

res = solveNQUtil(board, col + 1) || res;

/\* If placing queen in board[i][col]

doesn't lead to a solution, then

remove queen from board[i][col] \*/

board[i][col] = 0; // BACKTRACK

}

}

/\* If queen can not be place in any row in

this column col then return false \*/

return res;

}

/\* This function solves the N Queen problem using

Backtracking. It mainly uses solveNQUtil() to

solve the problem. It returns false if queens

cannot be placed, otherwise return true and

prints placement of queens in the form of 1s.

Please note that there may be more than one

solutions, this function prints one of the

feasible solutions.\*/

vector<vector<int> > nQueen(int n)

{

result.clear();

vector<vector<int> > board(n, vector<int>(n, 0));

if (solveNQUtil(board, 0) == false) {

return {};

}

sort(result.begin(), result.end());

return result;

}

// Driver Code

int main()

{

int n = 4;

vector<vector<int> > v = nQueen(n);

for (auto ar : v) {

cout << "[";

for (auto it : ar)

cout << it << " ";

cout << "]";

}

return 0;

}

**Output**

[2 4 1 3 ][3 1 4 2 ]

**Efficient Backtracking Approach Using Bit-Masking**

**Algorithm:**   
There is always only one queen in each row and each column, so idea of backtracking is to start placing queen from the leftmost column of each row and find a column where the queen could be placed without collision with previously placed queens. It is repeated from the first row till the last row. While placing a queen, it is tracked as if it is not making a collision (row-wise, column-wise and diagonally) with queens placed in previous rows. Once it is found that the queen can’t be placed at a particular column index in a row, the algorithm backtracks and change the position of the queen placed in the previous row then moves forward to place the queen in the next row.

1. Start with three-bit vector which is used to track safe place for queen placement row-wise, column-wise and diagonally in each iteration.
2. Three-bit vector will contain information as bellow:
   * **rowmask:** set bit index (i) of this bit vector will indicate, the queen can’t be placed at ith column of next row.
   * **ldmask:** set bit index (i) of this bit vector will indicate, the queen can’t e placed at ith column of next row. It represents the unsafe column index for next row falls under left diagonal of queens placed in previous rows.
   * **rdmask:** set bit index (i) of this bit vector will indicate, the queen can’t be placed at ith column of next row. It represents the unsafe column index for next row falls right diagonal of queens placed in previous rows.
3. There is a 2-D (NxN) matrix (board), which will have ‘ ‘ character at all indexes in beginning and it gets filled by ‘Q’ row-by-row. Once all rows are filled by ‘Q’, the current solution is pushed into the result list.

Below is the implementation of the above approach:

// CPP program for above approach

#include <bits/stdc++.h>

using namespace std;

vector<vector<int> > result;

// Program to solve N Queens problem

void solveBoard(vector<vector<char> >& board, int row,

int rowmask, int ldmask, int rdmask,

int& ways)

{

int n = board.size();

// All\_rows\_filled is a bit mask having all N bits set

int all\_rows\_filled = (1 << n) - 1;

// If rowmask will have all bits set, means queen has

// been placed successfully in all rows and board is

// displayed

if (rowmask == all\_rows\_filled) {

vector<int> v;

for (int i = 0; i < board.size(); i++) {

for (int j = 0; j < board.size(); j++) {

if (board[i][j] == 'Q')

v.push\_back(j + 1);

}

}

result.push\_back(v);

return;

}

// We extract a bit mask(safe) by rowmask,

// ldmask and rdmask. all set bits of 'safe'

// indicates the safe column index for queen

// placement of this iteration for row index(row).

int safe

= all\_rows\_filled & (~(rowmask | ldmask | rdmask));

while (safe) {

// Extracts the right-most set bit

// (safe column index) where queen

// can be placed for this row

int p = safe & (-safe);

int col = (int)log2(p);

board[row][col] = 'Q';

// This is very important:

// we need to update rowmask, ldmask and rdmask

// for next row as safe index for queen placement

// will be decided by these three bit masks.

// We have all three rowmask, ldmask and

// rdmask as 0 in beginning. Suppose, we are placing

// queen at 1st column index at 0th row. rowmask,

// ldmask and rdmask will change for next row as

// below:

// rowmask's 1st bit will be set by OR operation

// rowmask = 00000000000000000000000000000010

// ldmask will change by setting 1st

// bit by OR operation and left shifting

// by 1 as it has to block the next column

// of next row because that will fall on left

// diagonal. ldmask =

// 00000000000000000000000000000100

// rdmask will change by setting 1st bit

// by OR operation and right shifting by 1

// as it has to block the previous column

// of next row because that will fall on right

// diagonal. rdmask =

// 00000000000000000000000000000001

// these bit masks will keep updated in each

// iteration for next row

solveBoard(board, row + 1, rowmask | p,

(ldmask | p) << 1, (rdmask | p) >> 1,

ways);

// Reset right-most set bit to 0 so,

// next iteration will continue by placing the queen

// at another safe column index of this row

safe = safe & (safe - 1);

// Backtracking, replace 'Q' by ' '

board[row][col] = ' ';

}

return;

}

// Driver Code

int main()

{

// Board size

int n = 4;

int ways = 0;

vector<vector<char> > board;

for (int i = 0; i < n; i++) {

vector<char> tmp;

for (int j = 0; j < n; j++) {

tmp.push\_back(' ');

}

board.push\_back(tmp);

}

int rowmask = 0, ldmask = 0, rdmask = 0;

int row = 0;

// Function Call

result.clear();

solveBoard(board, row, rowmask, ldmask, rdmask, ways);

sort(result.begin(),result.end());

for (auto ar : result) {

cout << "[";

for (auto it : ar)

cout << it << " ";

cout << "]";

}

return 0;

}

// This code is contributed by Nikhil Vinay

**Output**

[2 4 1 3 ][3 1 4 2 ]

# 256. Word Break Problem using Backtracking

Given a string **s** and a dictionary of words **dict** of length **n,** add spaces in **s** to construct a sentence where each word is a valid dictionary word. Each dictionary word can be used more than once. Return all such possible sentences.

Follow examples for better understanding.

**Example 1:**

**Input:** s = "catsanddog", n = 5

dict = {"cats", "cat", "and", "sand", "dog"}

**Output:** (cats and dog)(cat sand dog)

**Explanation:** All the words in the given

sentences are present in the dictionary.

**Example 2:**

**Input:** s = "catsandog", n = 5

dict = {"cats", "cat", "and", "sand", "dog"}

**Output:** Empty

**Explanation:** There is no possible breaking

of the string s where all the words are present

in dict.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **wordBreak()** which takes **n**, **dict** and **s** as input parameters and returns a list of possible sentences. If no sentence is possible it returns an empty list.

**Expected Time Complexity:** O(N2\*n) where N = |s|  
**Expected Auxiliary Space:** O(N2)

**Constraints:**  
1 ≤ n ≤ 20  
1 ≤ dict[i] ≤ 15  
1 ≤ |s| ≤ 500

## Solution:

**My Implementation:**

class Solution{

public:

void fun(vector<string> &dict, string &s, string str, int len, vector<string> &res, int ind, int word, int word\_i){

if(len==ind){

if(word!=-1 && dict[word].size()==word\_i){

str = str + dict[word];

res.push\_back(str);

}

return;

}

if(word!=-1 && dict[word].size()==word\_i){

str = str + dict[word] + " ";

word = -1;

}

if(word==-1){

for(int i=0;i<dict.size();i++){

if(dict[i][0]==s[ind]){

fun(dict, s, str, len, res, ind+1, i, 1);

}

}

}

else{

if(dict[word][word\_i]==s[ind]){

fun(dict, s, str, len, res, ind+1, word, word\_i+1);

}

}

}

vector<string> wordBreak(int n, vector<string>& dict, string s)

{

vector<string> res;

string str = "";

int len = s.size();

fun(dict, s, str, len, res, 0, -1, 0);

return res;

}

};

We start scanning the sentence from the left. As we find a valid word, we need to check whether the rest of the sentence can make valid words or not. Because in some situations the first found word from the left side can leave a remaining portion that is not further separable. So, in that case, we should come back and leave the currently found word and keep on searching for the next word. And this process is recursive because to find out whether the right portion is separable or not, we need the same logic. So we will use recursion and backtracking to solve this problem. To keep track of the found words we will use a stack. Whenever the right portion of the string does not make valid words, we pop the top string from the stack and continue finding.

Below is the implementation of the above idea:

// A recursive program to print all possible

// partitions of a given string into dictionary

// words

#include <iostream>

using namespace std;

/\* A utility function to check whether a word

is present in dictionary or not. An array of

strings is used for dictionary. Using array

of strings for dictionary is definitely not

a good idea. We have used for simplicity of

the program\*/

int dictionaryContains(string &word)

{

string dictionary[] = {"mobile","samsung","sam","sung",

"man","mango", "icecream","and",

"go","i","love","ice","cream"};

int n = sizeof(dictionary)/sizeof(dictionary[0]);

for (int i = 0; i < n; i++)

if (dictionary[i].compare(word) == 0)

return true;

return false;

}

// Prototype of wordBreakUtil

void wordBreakUtil(string str, int size, string result);

// Prints all possible word breaks of given string

void wordBreak(string str)

{

// Last argument is prefix

wordBreakUtil(str, str.size(), "");

}

// Result store the current prefix with spaces

// between words

void wordBreakUtil(string str, int n, string result)

{

//Process all prefixes one by one

for (int i=1; i<=n; i++)

{

// Extract substring from 0 to i in prefix

string prefix = str.substr(0, i);

// If dictionary contains this prefix, then

// we check for remaining string. Otherwise

// we ignore this prefix (there is no else for

// this if) and try next

if (dictionaryContains(prefix))

{

// If no more elements are there, print it

if (i == n)

{

// Add this element to previous prefix

result += prefix;

cout << result << endl;

return;

}

wordBreakUtil(str.substr(i, n-i), n-i,

result + prefix + " ");

}

}

}

//Driver Code

int main()

{

// Function call

cout << "First Test:\n";

wordBreak("iloveicecreamandmango");

cout << "\nSecond Test:\n";

wordBreak("ilovesamsungmobile");

return 0;

}

**Output**

First Test:

i love ice cream and man go

i love ice cream and mango

i love icecream and man go

i love icecream and mango

Second Test:

i love sam sung mobile

i love samsung mobile

**Complexities:**

* **Time Complexity**: O(2n). Because there are 2n combinations in The Worst Case.
* **Auxiliary Space**: O(n2). Because of the Recursive Stack of wordBreakUtil(…) function in The Worst Case.

Where n is the length of the input string.

# 257. Remove Invalid Parentheses

Given a string s that contains parentheses and letters, remove the minimum number of invalid parentheses to make the input string valid.

Return *all the possible results*. You may return the answer in **any order**.

**Example 1:**

**Input:** s = "()())()"

**Output:** ["(())()","()()()"]

**Example 2:**

**Input:** s = "(a)())()"

**Output:** ["(a())()","(a)()()"]

**Example 3:**

**Input:** s = ")("

**Output:** [""]

**Constraints:**

* 1 <= s.length <= 25
* s consists of lowercase English letters and parentheses '(' and ')'.
* There will be at most 20 parentheses in s.

## Solution:

**My Implementation:**

class Solution {

public:

int minRemovals(string s, int n){

int temp=0, res=0;

for(int i=0;i<n;i++){

if(s[i]=='(')

temp++;

else if(s[i]==')'){

if(temp==0)

res++;

else

temp--;

}

}

return res+temp;

}

void solve(string s, int n, vector<string> &ans, int mr, unordered\_set<string> &st){

if(st.find(s)!=st.end())

return;

st.insert(s);

if(mr==0){

if(minRemovals(s, n)==0)

ans.push\_back(s);

return;

}

for(int i=0;i<n;i++){

if(s[i]=='('||s[i]==')')

solve(s.substr(0,i)+s.substr(i+1), n-1, ans, mr-1, st);

}

}

vector<string> removeInvalidParentheses(string s) {

int n = s.size(), mr = minRemovals(s, n);

vector<string> ans;

unordered\_set<string> st;

solve(s, n, ans, mr, st);

return ans;

}

};

**Another Implementation:**

In this, we have computed the subsequence that needs to be deleted to make string valid and then, checked by deleting that subsequence in diff. ways if it generates valid string or not.

class Solution

{

List<String> list = new ArrayList<>();

HashSet<String> hs = new HashSet<>();

int count1=0,count2=0;

boolean check(String s)

{

int temp=0;

for(int i=0;i<s.length();i++)

{

if(s.charAt(i)=='(')

temp++;

else if(s.charAt(i)==')')

temp--;

if(temp<0)

return false;

}

if(temp==0)

return true;

return false;

}

void fun(String s,String str,int starti,int startj,String res)

{

if(starti==s.length() && startj==str.length()){

if(!hs.contains(res))

{

if(check(res))

hs.add(res);

}

}

for(int i=starti;i<s.length();i++)

{

if(startj==str.length())

{

res = res + s.substring(i,s.length());

if(!hs.contains(res))

{

if(check(res))

hs.add(res);

}

break;

}

else if(s.charAt(i)==str.charAt(startj))

{

fun(s,str,i+1,startj+1,res);

res = res + s.charAt(i);

}

else

res = res + s.charAt(i);

}

}

String removal(String s)

{

Stack<Character> stk = new Stack<>();

String str = "";

for(int i=0;i<s.length();i++)

{

if(s.charAt(i)=='(')

{

count1++;

stk.push('(');

}

else if(s.charAt(i)==')')

{

count2++;

if(stk.isEmpty())

stk.push(')');

else

{

if(stk.peek()=='(')

stk.pop();

else

stk.push(')');

}

}

else

str = str + s.charAt(i);

}

if(count1==0 || count2==0)

return str;

StringBuilder sb = new StringBuilder();

while(!stk.isEmpty())

sb.append(stk.pop());

return sb.reverse().toString();

}

public List<String> removeInvalidParentheses(String s)

{

String str = removal(s);

if(count1==0 || count2==0)

{

list.add(str);

return list;

}

fun(s,str,0,0,"");

list = new ArrayList<>(hs);

return list;

}

}

**Approach 1: Backtracking**

**Intuition**

For this question, we are given an expression consisting of parentheses and there can be some misplaced or extra brackets in the expression that cause it to be invalid. An expression consisting of parentheses is considered valid only when every closing bracket has a corresponding opening bracket and vice versa.

This means if we start looking at each of the bracket from left to right, as soon as we encounter a closing bracket, there should be an unmatched opening bracket available to match it. Otherwise the expression would become invalid. The expression can also become invalid if the number of opening parentheses i.e. ( are more than the number of closing parentheses i.e. ).

Let us look at an invalid expression and all the possible valid expressions that can be formed from it by removing some of the brackets. There is no restriction on which parentheses we can remove. We simply have to make the expression valid.

The only condition is that we should be removing the minimum number of brackets to make an invalid expression, valid. If this condition was not present, we could potentially remove most of the brackets and come down to say 2 brackets in the end which form () and that would be a valid expression.
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An important thing to observe in the above diagram is that there are multiple ways of reaching the same solution i.e. say the optimal number of parentheses to be removed to make the original expression valid is K. We can remove multiple different sets of K brackets that will eventually give us the same final expression. But, each valid expression should be recorded only once. We have to take care of this in our solution. Note that there are other possible ways of reaching one of the two valid expressions shown above. We have simply shown 3 ways each for the two valid expressions.

Coming back to our problem, the question that now arises is, how to decide which of the parentheses to remove?

Since we don't know which of the brackets can possibly be removed, we try out all the options!

For every bracket we have two choices:

* Either it can be considered a part of the final expression OR
* It can be ignored i.e. we can delete it from our final expression.

Such kind of problems where we have multiple options and we have no strategy or metric of deciding greedily which option to take, we try out all of the options and see which ones lead to an answer. These type of problems are perfect candidates for the programming paradigm, Recursion.

**Algorithm**

1. Initialize an array that will store all of our valid expressions finally.
2. Start with the leftmost bracket in the given sequence and proceed right in the recursion.
3. The state of recursion is defined by the index which we are currently processing in the original expression. Let this index be represented by the character i. Also, we have two different variables left\_count and right\_count that represent the number of left and right parentheses we have added to our expression till now. These are the parentheses that were considered.
4. If the current character i.e. S[i] (considering S is the expression string) is neither a closing or an opening parenthesis, then we simply add this character to our final solution string for the current recursion.
5. However, if the current character is either of the two brackets i.e. S[i] == '(' or S[i] == ')', then we have two options. We can either discard this character by marking it an invalid character or we can consider this bracket to be a part of the final expression.
6. When all of the parentheses in the original expression have been processed, we simply check if the expression represented by expr i.e. the expression formed till now is valid one or not. The way we check if the final expression is valid or not is by looking at the values in left\_count and right\_count. For an expression to be valid left\_count == right\_count. If it is indeed valid, then it could be one of our possible solutions.
   * Even though we have a valid expression, we also need to keep track of the number of removals we did to get this expression. This is done by another variable passed in recursion called rem\_count.
   * Once recursion finishes we check if the current value of rem\_count is < the least number of steps we took to form a valid expression till now i.e. the global minima. If this is not the case, we don't record the new expression, else we record it.

One small optimization that we can do from an implementation perspective is introducing some sort of pruning in our algorithm. Right now we simply go till the very end i.e. process all of the parentheses and when we are done processing all of them, we check if the expression we have can be considered or not.

We have to wait till the very end to decide if the expression formed in recursion is a valid expression or not. Is there a way for us to cutoff from some of the recursion paths early on because they wouldn't lead to a solution? The answer to this is Yes! The optimization is based on the following idea.

For a left bracket encountered during recursion, if we decide to consider it, then it may or may not lead to an invalid final expression. It may lead to an invalid expression eventually if there are no matching closing bracket available afterwards. But, we don't know for sure if this will happen or not.

However, for a closing bracket, if we decide to keep it as a part of our final expression (remember for every bracket we have two options, either to keep it or to remove it and recurse further) and there is no corresponding opening bracket to match it in the expression till now, then it will definitely lead to an invalid expression no matter what we do afterwards.

e.g.

( ( ) ) )

In this case the third closing bracket will make the expression invalid. No matter what comes afterwards, this will give us an invalid expression and if such a thing happens, we shouldn't recurse further and simply prune the recursion tree.

That is why, in addition to having the index in the original string/expression which we are currently processing and the expression string formed till now, we also keep track of the number of left and right parentheses. Whenever we keep a left parenthesis in the expression, we increment its counter. For a right parenthesis, we check if right\_count < left\_count. If this is the case then only we consider that right parenthesis and recurse further. Otherwise we don't as we know it will make the expression invalid. This simple optimization saves a lot of runtime.

Now, let us look at the implementation for this algorithm.

class Solution {

private Set<String> validExpressions = new HashSet<String>();

private int minimumRemoved;

private void reset() {

this.validExpressions.clear();

this.minimumRemoved = Integer.MAX\_VALUE;

}

private void recurse(

String s,

int index,

int leftCount,

int rightCount,

StringBuilder expression,

int removedCount) {

// If we have reached the end of string.

if (index == s.length()) {

// If the current expression is valid.

if (leftCount == rightCount) {

// If the current count of removed parentheses is <= the current minimum count

if (removedCount <= this.minimumRemoved) {

// Convert StringBuilder to a String. This is an expensive operation.

// So we only perform this when needed.

String possibleAnswer = expression.toString();

// If the current count beats the overall minimum we have till now

if (removedCount < this.minimumRemoved) {

this.validExpressions.clear();

this.minimumRemoved = removedCount;

}

this.validExpressions.add(possibleAnswer);

}

}

} else {

char currentCharacter = s.charAt(index);

int length = expression.length();

// If the current character is neither an opening bracket nor a closing one,

// simply recurse further by adding it to the expression StringBuilder

if (currentCharacter != '(' && currentCharacter != ')') {

expression.append(currentCharacter);

this.recurse(s, index + 1, leftCount, rightCount, expression, removedCount);

expression.deleteCharAt(length);

} else {

// Recursion where we delete the current character and move forward

this.recurse(s, index + 1, leftCount, rightCount, expression, removedCount + 1);

expression.append(currentCharacter);

// If it's an opening parenthesis, consider it and recurse

if (currentCharacter == '(') {

this.recurse(s, index + 1, leftCount + 1, rightCount, expression, removedCount);

} else if (rightCount < leftCount) {

// For a closing parenthesis, only recurse if right < left

this.recurse(s, index + 1, leftCount, rightCount + 1, expression, removedCount);

}

// Undoing the append operation for other recursions.

expression.deleteCharAt(length);

}

}

}

public List<String> removeInvalidParentheses(String s) {

this.reset();

this.recurse(s, 0, 0, 0, new StringBuilder(), 0);

return new ArrayList(this.validExpressions);

}

}

**Complexity analysis**

* Time Complexity : O(2^N)*O*(2*N*) since in the worst case we will have only left parentheses in the expression and for every bracket we will have two options i.e. whether to remove it or consider it. Considering that the expression has N*N* parentheses, the time complexity will be O(2^N)*O*(2*N*).
* Space Complexity : O(N)*O*(*N*) because we are resorting to a recursive solution and for a recursive solution there is always stack space used as internal function states are saved onto a stack during recursion. The maximum depth of recursion decides the stack space used. Since we process one character at a time and the base case for the recursion is when we have processed all of the characters of the expression string, the size of the stack would be O(N)*O*(*N*). Note that we are not considering the space required to store the valid expressions. We only count the intermediate space here.

**Approach 2: Limited Backtracking!**

Although the previous solution does get accepted on the platform, it is a very inefficient solution because we try removing each and every possible parentheses from the expression and in the end we check two things:

1. if the expression is valid or not
2. if the total number of removed parentheses removed in the current recursion is less than the global minimum till now or not.

We cannot determine which of the parentheses are misplaced because, as the problem statement puts across, we can remove multiple combinations of parentheses and end up with a valid expression. This means there can be multiple valid expressions from a single invalid expression and we have to find all of them.

The one thing all these valid expressions have in common is that they will all be of the same length i.e. as compared to the original expression, all of these expressions will have the same number of characters removed.

What if we could determine this count?

What if in addition to determining this count of characters to be removed, we could also determine the number of left parentheses and number of right parentheses to be removed from the original expression to get **any** valid expression?

This would cut down the computations immensely and the runtime would plummet as a result. The reason for this is, if we knew how many left and right parentheses are to be removed from the original expression to get a valid expression, we would cut down on so many unwanted recursive calls.

Imagine the original expression to be 1000 characters with only 3 misplaced ( parentheses and 2 misplaced ) parentheses. In our previous solution we would end up trying to remove each one of left and right parentheses and try to reach a valid expression in the end whereas we should only be trying out removing 3 ( brackets and 2 ) brackets.

This is the exact number of ( and ) that have to be removed to get a valid expression. No more, no less.

Let us look at how we can find out the number of misplaced left and right parentheses in a given expression first and then we will slightly modify our original algorithm to incorporate these counts as well.

1. We process the expression one bracket at a time starting from the left.
2. Suppose we encounter an opening bracket i.e. (, it may or may not lead to an invalid expression because there can be a matching ending bracket somewhere in the remaining part of the expression. Here, we simply increment the counter keeping track of left parentheses till now. left += 1
3. If we encounter a closing bracket, this has two meanings:
   * Either there was no matching opening bracket for this closing bracket and in that case we have an invalid expression. This is the case when left == 0 i.e. when there are no unmatched left brackets available. In such a case we increment another counter say right += 1 to represent misplaced right parentheses.
   * Or, we had some unmatched opening bracket available to match this closing bracket. This is the case when left > 0. In this case we simply decrement the left counter we had i.e. left -= 1
4. Continue processing the string until all parentheses have been processed.
5. In the end the values of left and right would tell us the number of unmatched ( and ) parentheses respectively.

Now that we have these two values available that tell us the total number of left i.e. ( and right i.e. ) parentheses that have to be removed to make the invalid expression valid, we will modify our original algorithm discussed in the previous session to avoid unwanted recursions.

**Algorithm**

The overall algorithm remains exactly the same as before. The changes that we will incorporate are listed below:

* The state of the recursion is now defined by five different variables:
  1. index which represents the current character that we have to process in the original string.
  2. left\_count which represents the number of left parentheses that have been added to the expression we are building.
  3. right\_count which represents the number of right parentheses that have been added to the expression we are building.
  4. left\_rem is the number of left parentheses that remain to be removed.
  5. right\_rem represents the number of right parentheses that remain to be removed. Overall, for the final expression to be valid, left\_rem == 0 and right\_rem == 0.
* When we decide to not consider a parenthesis i.e. delete a parenthesis, be it a left or a right parentheses, we have to consider their corresponding remaining counts as well. This means that we can only discard a left parentheses if left\_rem > 0 and similarly for the right one we will check for right\_rem > 0.
* There are no changes to checks for **considering** a parenthesis. Only the conditions change for **discarding** a parenthesis.
* Condition for an expression being valid in the base case would now become left\_rem == 0 and right\_rem == 0. Note that we don't have to check if left\_count == right\_count anymore because in the case of a valid expression, we would have removed all the misplaced or invalid parenthesis by the time the recursion ends. So, the only check we need if left\_rem == 0 and right\_rem == 0.

The most important thing here is that we have completely gotten rid of checking if the number of parentheses removed is lesser than the current minimum or not. The reason for this is we always remove the same number of parentheses as defined by left\_rem + right\_rem at the start of recursion.

Now let us look at the implementation for this modified version of algorithm.

class Solution {

private Set<String> validExpressions = new HashSet<String>();

private void recurse(

String s,

int index,

int leftCount,

int rightCount,

int leftRem,

int rightRem,

StringBuilder expression) {

// If we reached the end of the string, just check if the resulting expression is

// valid or not and also if we have removed the total number of left and right

// parentheses that we should have removed.

if (index == s.length()) {

if (leftRem == 0 && rightRem == 0) {

this.validExpressions.add(expression.toString());

}

} else {

char character = s.charAt(index);

int length = expression.length();

// The discard case. Note that here we have our pruning condition.

// We don't recurse if the remaining count for that parenthesis is == 0.

if ((character == '(' && leftRem > 0) || (character == ')' && rightRem > 0)) {

this.recurse(

s,

index + 1,

leftCount,

rightCount,

leftRem - (character == '(' ? 1 : 0),

rightRem - (character == ')' ? 1 : 0),

expression);

}

expression.append(character);

// Simply recurse one step further if the current character is not a parenthesis.

if (character != '(' && character != ')') {

this.recurse(s, index + 1, leftCount, rightCount, leftRem, rightRem, expression);

} else if (character == '(') {

// Consider an opening bracket.

this.recurse(s, index + 1, leftCount + 1, rightCount, leftRem, rightRem, expression);

} else if (rightCount < leftCount) {

// Consider a closing bracket.

this.recurse(s, index + 1, leftCount, rightCount + 1, leftRem, rightRem, expression);

}

// Delete for backtracking.

expression.deleteCharAt(length);

}

}

public List<String> removeInvalidParentheses(String s) {

int left = 0, right = 0;

// First, we find out the number of misplaced left and right parentheses.

for (int i = 0; i < s.length(); i++) {

// Simply record the left one.

if (s.charAt(i) == '(') {

left++;

} else if (s.charAt(i) == ')') {

// If we don't have a matching left, then this is a misplaced right, record it.

right = left == 0 ? right + 1 : right;

// Decrement count of left parentheses because we have found a right

// which CAN be a matching one for a left.

left = left > 0 ? left - 1 : left;

}

}

this.recurse(s, 0, 0, 0, left, right, new StringBuilder());

return new ArrayList<String>(this.validExpressions);

}

}

**Complexity analysis**

* Time Complexity : The optimization that we have performed is simply a better form of pruning. Pruning here is something that will vary from one test case to another. In the worst case, we can have something like ((((((((( and the left\_rem = len(S) and in such a case we can discard all of the characters because all are misplaced. So, in the worst case we **still** have 2 options per parenthesis and that gives us a complexity of O(2^N)*O*(2*N*).
* Space Complexity : The space complexity remains the same i.e. O(N)*O*(*N*) as previous solution. We have to go to a maximum recursion depth of N*N* before hitting the base case. Note that we are not considering the space required to store the valid expressions. We only count the intermediate space here.

# 258. Sudoku Solver

Given an incomplete Sudoku configuration in terms of a 9 x 9  2-D square matrix (grid[][]), the task to find a solved Sudoku. For simplicity, you may assume that there will be only one unique solution.  
  
**Sample Sudoku for you to get the logic for its solution:**  
  
![https://contribute.geeksforgeeks.org/wp-content/uploads/sudoku.png](data:image/png;base64,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)

**Example 1:**

**Input:**

grid[][] =

[[3 0 6 5 0 8 4 0 0],

[5 2 0 0 0 0 0 0 0],

[0 8 7 0 0 0 0 3 1 ],

[0 0 3 0 1 0 0 8 0],

[9 0 0 8 6 3 0 0 5],

[0 5 0 0 9 0 6 0 0],

[1 3 0 0 0 0 2 5 0],

[0 0 0 0 0 0 0 7 4],

[0 0 5 2 0 6 3 0 0]]

**Output:**

3 1 6 5 7 8 4 9 2

5 2 9 1 3 4 7 6 8

4 8 7 6 2 9 5 3 1

2 6 3 4 1 5 9 8 7

9 7 4 8 6 3 1 2 5

8 5 1 7 9 2 6 4 3

1 3 8 9 4 7 2 5 6

6 9 2 3 5 1 8 7 4

7 4 5 2 8 6 3 1 9

**Your Task:**  
You need to complete the two functions:  
**SolveSudoku()**: Takes a grid as its argument and returns true if a solution is possible and false if it is not.  
**printGrid()**: Takes a grid as its argument and prints the 81 numbers of the solved Sudoku in a single line with space separation.

**Expected Time Complexity:** O(9N\*N).  
**Expected Auxiliary Space:** O(N\*N).

**Constraints:**  
0 ≤ grid[i][j] ≤ 9

## Solution:

**My Implementation:**

class Solution

{

public:

bool flag = false;

bool check(int grid[N][N], int x, int y, int num){

int block\_x = (x/3)\*3, block\_y = (y/3)\*3;

for(int i=0;i<N;i++){

if(grid[i][y]==num)

return false;

if(grid[x][i]==num)

return false;

if(grid[block\_x+(i/3)][block\_y+(i%3)]==num)

return false;

}

return true;

}

void solve(int grid[N][N], int x, int y){

if(x==N){

//printGrid(grid);

flag = true;

return;

}

if(grid[x][y]==0){

for(int i=1;i<=N;i++){

if(check(grid, x, y, i)==true){

grid[x][y] = i;

if(y==N-1)

solve(grid, x+1, 0);

else

solve(grid, x, y+1);

if(!flag)

grid[x][y]=0;

}

if(flag)

break;

}

}

else{

if(y==N-1)

solve(grid, x+1, 0);

else

solve(grid, x, y+1);

}

}

//Function to find a solved Sudoku.

bool SolveSudoku(int grid[N][N])

{

flag = false;

solve(grid, 0, 0);

return flag;

}

//Function to print grids of the Sudoku.

void printGrid (int grid[N][N])

{

for(int i=0;i<N;i++){

for(int j=0;j<N;j++)

cout<<grid[i][j]<<" ";

}

}

};

**Another Implementation:**

class Solution

{

public:

bool flag = false;

bool check(int grid[N][N], int x, int y, int num){

int block\_x = (x/3)\*3, block\_y = (y/3)\*3;

for(int i=0;i<N;i++){

if(grid[i][y]==num)

return false;

if(grid[x][i]==num)

return false;

if(grid[block\_x+(i/3)][block\_y+(i%3)]==num)

return false;

}

return true;

}

//Function to find a solved Sudoku.

bool SolveSudoku(int grid[N][N])

{

for(int i=0;i<N;i++){

for(int j=0;j<N;j++){

if(grid[i][j]==0){

for(int num=1;num<=N;num++){

if(check(grid,i,j,num)==true){

grid[i][j] = num;

if(SolveSudoku(grid)==true)

return true;

else

grid[i][j] = 0;

}

}

return false;

}

}

}

return true;

}

//Function to print grids of the Sudoku.

void printGrid (int grid[N][N])

{

for(int i=0;i<N;i++){

for(int j=0;j<N;j++)

cout<<grid[i][j]<<" ";

}

}

};

**Method 1:** Simple.  
**Approach:** The naive approach is to generate all possible configurations of numbers from 1 to 9 to fill the empty cells. Try every configuration one by one until the correct configuration is found, i.e. for every unassigned position fill the position with a number from 1 to 9. After filling all the unassigned position check if the matrix is safe or not. If safe print else recurs for other cases.

**Algorithm:**

1. Create a function that checks if the given matrix is valid sudoku or not. Keep Hashmap for the row, column and boxes. If any number has a frequency greater than 1 in the hashMap return false else return true;
2. Create a recursive function that takes a grid and the current row and column index.
3. Check some base cases. If the index is at the end of the matrix, i.e. i=N-1 and j=N then check if the grid is safe or not, if safe print the grid and return true else return false. The other base case is when the value of column is N, i.e j = N, then move to next row, i.e. i++ and j = 0.
4. if the current index is not assigned then fill the element from 1 to 9 and recur for all 9 cases with the index of next element, i.e. i, j+1. if the recursive call returns true then break the loop and return true.
5. if the current index is assigned then call the recursive function with index of next element, i.e. i, j+1

#include <iostream>

using namespace std;

// N is the size of the 2D matrix N\*N

#define N 9

/\* A utility function to print grid \*/

void print(int arr[N][N])

{

for (int i = 0; i < N; i++)

{

for (int j = 0; j < N; j++)

cout << arr[i][j] << " ";

cout << endl;

}

}

// Checks whether it will be

// legal to assign num to the

// given row, col

bool isSafe(int grid[N][N], int row,

int col, int num)

{

// Check if we find the same num

// in the similar row , we

// return false

for (int x = 0; x <= 8; x++)

if (grid[row][x] == num)

return false;

// Check if we find the same num in

// the similar column , we

// return false

for (int x = 0; x <= 8; x++)

if (grid[x][col] == num)

return false;

// Check if we find the same num in

// the particular 3\*3 matrix,

// we return false

int startRow = row - row % 3,

startCol = col - col % 3;

for (int i = 0; i < 3; i++)

for (int j = 0; j < 3; j++)

if (grid[i + startRow][j +

startCol] == num)

return false;

return true;

}

/\* Takes a partially filled-in grid and attempts

to assign values to all unassigned locations in

such a way to meet the requirements for

Sudoku solution (non-duplication across rows,

columns, and boxes) \*/

bool solveSudoku(int grid[N][N], int row, int col)

{

// Check if we have reached the 8th

// row and 9th column (0

// indexed matrix) , we are

// returning true to avoid

// further backtracking

if (row == N - 1 && col == N)

return true;

// Check if column value becomes 9 ,

// we move to next row and

// column start from 0

if (col == N) {

row++;

col = 0;

}

// Check if the current position of

// the grid already contains

// value >0, we iterate for next column

if (grid[row][col] > 0)

return solveSudoku(grid, row, col + 1);

for (int num = 1; num <= N; num++)

{

// Check if it is safe to place

// the num (1-9) in the

// given row ,col ->we

// move to next column

if (isSafe(grid, row, col, num))

{

/\* Assigning the num in

the current (row,col)

position of the grid

and assuming our assigned

num in the position

is correct \*/

grid[row][col] = num;

// Checking for next possibility with next

// column

if (solveSudoku(grid, row, col + 1))

return true;

}

// Removing the assigned num ,

// since our assumption

// was wrong , and we go for

// next assumption with

// diff num value

grid[row][col] = 0;

}

return false;

}

// Driver Code

int main()

{

// 0 means unassigned cells

int grid[N][N] = { { 3, 0, 6, 5, 0, 8, 4, 0, 0 },

{ 5, 2, 0, 0, 0, 0, 0, 0, 0 },

{ 0, 8, 7, 0, 0, 0, 0, 3, 1 },

{ 0, 0, 3, 0, 1, 0, 0, 8, 0 },

{ 9, 0, 0, 8, 6, 3, 0, 0, 5 },

{ 0, 5, 0, 0, 9, 0, 6, 0, 0 },

{ 1, 3, 0, 0, 0, 0, 2, 5, 0 },

{ 0, 0, 0, 0, 0, 0, 0, 7, 4 },

{ 0, 0, 5, 2, 0, 6, 3, 0, 0 } };

if (solveSudoku(grid, 0, 0))

print(grid);

else

cout << "no solution exists " << endl;

return 0;

// This is code is contributed by Pradeep Mondal P

}

**Output**

3 1 6 5 7 8 4 9 2

5 2 9 1 3 4 7 6 8

4 8 7 6 2 9 5 3 1

2 6 3 4 1 5 9 8 7

9 7 4 8 6 3 1 2 5

8 5 1 7 9 2 6 4 3

1 3 8 9 4 7 2 5 6

6 9 2 3 5 1 8 7 4

7 4 5 2 8 6 3 1 9

**Complexity Analysis:**

* **Time complexity:** O(9^(n\*n)).   
  For every unassigned index, there are 9 possible options so the time complexity is O(9^(n\*n)).
* **Space Complexity:** O(n\*n).   
  To store the output array a matrix is needed.

**Method 2:** Backtracking.   
**Approach:**   
Like all other [Backtracking problems](https://www.geeksforgeeks.org/archives/tag/backtracking), Sudoku can be solved by one by one assigning numbers to empty cells. Before assigning a number, check whether it is safe to assign. Check that the same number is not present in the current row, current column and current 3X3 subgrid. After checking for safety, assign the number, and recursively check whether this assignment leads to a solution or not. If the assignment doesn’t lead to a solution, then try the next number for the current empty cell. And if none of the number (1 to 9) leads to a solution, return false and print no solution exists.

**Algorithm:**

1. Create a function that checks after assigning the current index the grid becomes unsafe or not. Keep Hashmap for a row, column and boxes. If any number has a frequency greater than 1 in the hashMap return false else return true; hashMap can be avoided by using loops.
2. Create a recursive function that takes a grid.
3. Check for any unassigned location. If present then assign a number from 1 to 9, check if assigning the number to current index makes the grid unsafe or not, if safe then recursively call the function for all safe cases from 0 to 9. if any recursive call returns true, end the loop and return true. If no recursive call returns true then return false.
4. If there is no unassigned location then return true.

// A Backtracking program in

// C++ to solve Sudoku problem

#include <bits/stdc++.h>

using namespace std;

// UNASSIGNED is used for empty

// cells in sudoku grid

#define UNASSIGNED 0

// N is used for the size of Sudoku grid.

// Size will be NxN

#define N 9

// This function finds an entry in grid

// that is still unassigned

bool FindUnassignedLocation(int grid[N][N],

int& row, int& col);

// Checks whether it will be legal

// to assign num to the given row, col

bool isSafe(int grid[N][N], int row,

int col, int num);

/\* Takes a partially filled-in grid and attempts

to assign values to all unassigned locations in

such a way to meet the requirements for

Sudoku solution (non-duplication across rows,

columns, and boxes) \*/

bool SolveSudoku(int grid[N][N])

{

int row, col;

// If there is no unassigned location,

// we are done

if (!FindUnassignedLocation(grid, row, col))

// success!

return true;

// Consider digits 1 to 9

for (int num = 1; num <= 9; num++)

{

// Check if looks promising

if (isSafe(grid, row, col, num))

{

// Make tentative assignment

grid[row][col] = num;

// Return, if success

if (SolveSudoku(grid))

return true;

// Failure, unmake & try again

grid[row][col] = UNASSIGNED;

}

}

// This triggers backtracking

return false;

}

/\* Searches the grid to find an entry that is

still unassigned. If found, the reference

parameters row, col will be set the location

that is unassigned, and true is returned.

If no unassigned entries remain, false is returned. \*/

bool FindUnassignedLocation(int grid[N][N],

int& row, int& col)

{

for (row = 0; row < N; row++)

for (col = 0; col < N; col++)

if (grid[row][col] == UNASSIGNED)

return true;

return false;

}

/\* Returns a boolean which indicates whether

an assigned entry in the specified row matches

the given number. \*/

bool UsedInRow(int grid[N][N], int row, int num)

{

for (int col = 0; col < N; col++)

if (grid[row][col] == num)

return true;

return false;

}

/\* Returns a boolean which indicates whether

an assigned entry in the specified column

matches the given number. \*/

bool UsedInCol(int grid[N][N], int col, int num)

{

for (int row = 0; row < N; row++)

if (grid[row][col] == num)

return true;

return false;

}

/\* Returns a boolean which indicates whether

an assigned entry within the specified 3x3 box

matches the given number. \*/

bool UsedInBox(int grid[N][N], int boxStartRow,

int boxStartCol, int num)

{

for (int row = 0; row < 3; row++)

for (int col = 0; col < 3; col++)

if (grid[row + boxStartRow]

[col + boxStartCol] ==

num)

return true;

return false;

}

/\* Returns a boolean which indicates whether

it will be legal to assign num to the given

row, col location. \*/

bool isSafe(int grid[N][N], int row,

int col, int num)

{

/\* Check if 'num' is not already placed in

current row, current column

and current 3x3 box \*/

return !UsedInRow(grid, row, num)

&& !UsedInCol(grid, col, num)

&& !UsedInBox(grid, row - row % 3,

col - col % 3, num)

&& grid[row][col] == UNASSIGNED;

}

/\* A utility function to print grid \*/

void printGrid(int grid[N][N])

{

for (int row = 0; row < N; row++)

{

for (int col = 0; col < N; col++)

cout << grid[row][col] << " ";

cout << endl;

}

}

// Driver Code

int main()

{

// 0 means unassigned cells

int grid[N][N] = { { 3, 0, 6, 5, 0, 8, 4, 0, 0 },

{ 5, 2, 0, 0, 0, 0, 0, 0, 0 },

{ 0, 8, 7, 0, 0, 0, 0, 3, 1 },

{ 0, 0, 3, 0, 1, 0, 0, 8, 0 },

{ 9, 0, 0, 8, 6, 3, 0, 0, 5 },

{ 0, 5, 0, 0, 9, 0, 6, 0, 0 },

{ 1, 3, 0, 0, 0, 0, 2, 5, 0 },

{ 0, 0, 0, 0, 0, 0, 0, 7, 4 },

{ 0, 0, 5, 2, 0, 6, 3, 0, 0 } };

if (SolveSudoku(grid) == true)

printGrid(grid);

else

cout << "No solution exists";

return 0;

}

**Output**

3 1 6 5 7 8 4 9 2

5 2 9 1 3 4 7 6 8

4 8 7 6 2 9 5 3 1

2 6 3 4 1 5 9 8 7

9 7 4 8 6 3 1 2 5

8 5 1 7 9 2 6 4 3

1 3 8 9 4 7 2 5 6

6 9 2 3 5 1 8 7 4

7 4 5 2 8 6 3 1 9

**Complexity Analysis:**

* **Time complexity:** O(9^(n\*n)).   
  For every unassigned index, there are 9 possible options so the time complexity is O(9^(n\*n)). The time complexity remains the same but there will be some early pruning so the time taken will be much less than the naive algorithm but the upper bound time complexity remains the same.
* **Space Complexity:**O(n\*n).   
  To store the output array a matrix is needed.

**Method 3**: Using Bit Masks.

**Approach:**This method is a slight optimization to the above 2 methods.  For each row/column/box create a bitmask and for each element in the grid set the bit at position ‘value’ to 1 in the corresponding bitmasks, for O(1) checks.

**Algorithm:**

1. Create 3 arrays of size N (one for rows, columns, and boxes).
2. The boxes are indexed from 0 to 8. (in order to find the box-index of an element we use the following formula: **row / 3 \* 3 + column / 3**).
3. Map the initial values of the grid first.
4. Each time we **add/remove** an element to/from the grid **set the bit to 1/0** to the corresponding bitmasks.

#include <bits/stdc++.h>

using namespace std;

#define N 9

// Bitmasks for each row/column/box

int row[N], col[N], box[N];

bool seted = false;

// Utility function to find the box index

// of an element at position [i][j] in the grid

int getBox(int i,int j)

{

return i / 3 \* 3 + j / 3;

}

// Utility function to check if a number

// is present in the coresponding row/column/box

bool isSafe(int i,int j,int number)

{

return !((row[i] >> number) & 1)

&& !((col[j] >> number) & 1)

&& !((box[getBox(i,j)] >> number) & 1);

}

// Utility function to set the initial values of a Sudoku board

// (map the values in the bitmasks)

void setInitialValues(int grid[N][N])

{

for (int i = 0; i < N;i++)

for (int j = 0; j < N; j++)

row[i] |= 1 << grid[i][j],

col[j] |= 1 << grid[i][j],

box[getBox(i, j)] |= 1 << grid[i][j];

}

/\* Takes a partially filled-in grid and attempts

to assign values to all unassigned locations in

such a way to meet the requirements for

Sudoku solution (non-duplication across rows,

columns, and boxes) \*/

bool SolveSudoku(int grid[N][N] ,int i, int j)

{

// Set the initial values

if(!seted)

seted = true,

setInitialValues(grid);

if(i == N - 1 && j == N)

return true;

if(j == N)

j = 0,

i++;

if(grid[i][j])

return SolveSudoku(grid, i, j + 1);

for (int nr = 1; nr <= N;nr++)

{

if(isSafe(i, j, nr))

{

/\* Assign nr in the

current (i, j)

position and

add nr to each bitmask

\*/

grid[i][j] = nr;

row[i] |= 1 << nr;

col[j] |= 1 << nr;

box[getBox(i, j)] |= 1 << nr;

if(SolveSudoku(grid, i,j + 1))

return true;

// Remove nr from each bitmask

// and search for another possibility

row[i] &= ~(1 << nr);

col[j] &= ~(1 << nr);

box[getBox(i, j)] &= ~(1 << nr);

}

grid[i][j] = 0;

}

return false;

}

// Utility function to print the solved grid

void print(int grid[N][N])

{

for (int i = 0; i < N; i++, cout << '\n')

for (int j = 0; j < N; j++)

cout << grid[i][j] << ' ';

}

// Driver Code

int main()

{

// 0 means unassigned cells

int grid[N][N] = { { 3, 0, 6, 5, 0, 8, 4, 0, 0 },

{ 5, 2, 0, 0, 0, 0, 0, 0, 0 },

{ 0, 8, 7, 0, 0, 0, 0, 3, 1 },

{ 0, 0, 3, 0, 1, 0, 0, 8, 0 },

{ 9, 0, 0, 8, 6, 3, 0, 0, 5 },

{ 0, 5, 0, 0, 9, 0, 6, 0, 0 },

{ 1, 3, 0, 0, 0, 0, 2, 5, 0 },

{ 0, 0, 0, 0, 0, 0, 0, 7, 4 },

{ 0, 0, 5, 2, 0, 6, 3, 0, 0 }};

if (SolveSudoku(grid,0 ,0))

print(grid);

else

cout << "No solution exists\n";

return 0;

}

**Output**

3 1 6 5 7 8 4 9 2

5 2 9 1 3 4 7 6 8

4 8 7 6 2 9 5 3 1

2 6 3 4 1 5 9 8 7

9 7 4 8 6 3 1 2 5

8 5 1 7 9 2 6 4 3

1 3 8 9 4 7 2 5 6

6 9 2 3 5 1 8 7 4

7 4 5 2 8 6 3 1 9

**Complexity Analysis:**

* **Time complexity:** O(9^(n\*n)). For every unassigned index, there are 9 possible options so the time complexity is O(9^(n\*n)). The time complexity remains the same but checking if a number is safe to use is much faster, O(1).
* **Space Complexity:** O(n\*n). To store the output array a matrix is needed, and 3 extra arrays of size n are needed for the bitmasks.

# 259. m Coloring Problem

Given an undirected graph and an integer **M**. The task is to determine if the graph can be colored with at most M colors such that no two adjacent vertices of the graph are colored with the same color. Here coloring of a graph means the assignment of colors to all vertices. Print 1 if it is possible to colour vertices and 0 otherwise.

**Example 1:**

**Input:**

N = 4

M = 3

E = 5

Edges[] = {(0,1),(1,2),(2,3),(3,0),(0,2)}

**Output:** 1

**Explanation:** It is possible to colour the

given graph using 3 colours.

**Example 2:**

**Input:**

N = 3

M = 2

E = 3

Edges[] = {(0,1),(1,2),(0,2)}

**Output:** 0

**Your Task:**  
Your task is to complete the function **graphColoring()** which takes the 2d-array graph[], the number of colours and the number of nodes as inputs and returns **true** if answer exists otherwise **false**. 1 is printed if the returned value is **true,**0 otherwise. The printing is done by the driver's code.  
**Note**: In Example there are Edges not the graph.Graph will be like, if there is an edge between vertex X and vertex Y graph[] will contain 1 at graph[X-1][Y-1], else 0. In 2d-array graph[ ], nodes are 0-based indexed, i.e. from 0 to N-1.Function will be contain 2-D graph not the edges.  
  
**Expected Time Complexity:** O(MN).  
**Expected Auxiliary Space:** O(N).

**Constraints:**  
1 ≤ N ≤ 20  
1 ≤ E ≤ (N\*(N-1))/2  
1 ≤ M ≤ N

## Solution:

**Method 1:** Naive.

**Naive Approach:** Generate all possible configurations of colors. Since each node can be coloured using any of the m available colours, the total number of colour configurations possible are m^V.   
After generating a configuration of colour, check if the adjacent vertices have the same colour or not. If the conditions are met, print the combination and break the loop.

**Algorithm:**

1. Create a recursive function that takes current index, number of vertices and output color array.
2. If the current index is equal to number of vertices. Check if the output color configuration is safe, i.e check if the adjacent vertices do not have same color. If the conditions are met, print the configuration and break.
3. Assign a color to a vertex (1 to m).
4. For every assigned color recursively call the function with next index and number of vertices
5. If any recursive function returns true break the loop and returns true.

Below is the implementation of the above idea:

#include<bits/stdc++.h>

using namespace std;

// Number of vertices in the graph

#define V 4

void printSolution(int color[]);

// check if the colored

// graph is safe or not

bool isSafe(bool graph[V][V], int color[])

{

// check for every edge

for (int i = 0; i < V; i++)

for (int j = i + 1; j < V; j++)

if (graph[i][j] && color[j] == color[i])

return false;

return true;

}

/\* This function solves the m Coloring

problem using recursion. It returns

false if the m colours cannot be assigned,

otherwise, return true and prints

assignments of colours to all vertices.

Please note that there may be more than

one solutions, this function prints one

of the feasible solutions.\*/

bool graphColoring(bool graph[V][V], int m, int i,

int color[V])

{

// if current index reached end

if (i == V) {

// if coloring is safe

if (isSafe(graph, color)) {

// Print the solution

printSolution(color);

return true;

}

return false;

}

// Assign each color from 1 to m

for (int j = 1; j <= m; j++) {

color[i] = j;

// Recur of the rest vertices

if (graphColoring(graph, m, i + 1, color))

return true;

color[i] = 0;

}

return false;

}

/\* A utility function to print solution \*/

void printSolution(int color[])

{

cout << "Solution Exists:" " Following are the assigned colors \n";

for (int i = 0; i < V; i++)

cout << " " << color[i];

cout << "\n";

}

// Driver code

int main()

{

/\* Create following graph and

test whether it is 3 colorable

(3)---(2)

| / |

| / |

| / |

(0)---(1)

\*/

bool graph[V][V] = {

{ 0, 1, 1, 1 },

{ 1, 0, 1, 0 },

{ 1, 1, 0, 1 },

{ 1, 0, 1, 0 },

};

int m = 3; // Number of colors

// Initialize all color values as 0.

// This initialization is needed

// correct functioning of isSafe()

int color[V];

for (int i = 0; i < V; i++)

color[i] = 0;

if (!graphColoring(graph, m, 0, color))

cout << "Solution does not exist";

return 0;

}

**Output**

Solution Exists: Following are the assigned colors

1 2 3 2

**Complexity Analysis:**

* **Time Complexity:** O(m^V).   
  There is a total O(m^V) combination of colors. So the time complexity is O(m^V).
* **Space Complexity:** O(V).   
  Recursive Stack of graphColoring(…) function will require O(V) space.

**Method 2:** [Backtracking](https://www.geeksforgeeks.org/backtracking-algorithms/).

**Approach:** The idea is to assign colors one by one to different vertices, starting from the vertex 0. Before assigning a color, check for safety by considering already assigned colors to the adjacent vertices i.e check if the adjacent vertices have the same color or not. If there is any color assignment that does not violate the conditions, mark the color assignment as part of the solution. If no assignment of color is possible then backtrack and return false.

**Algorithm:**

1. Create a recursive function that takes the graph, current index, number of vertices, and output color array.
2. If the current index is equal to the number of vertices. Print the color configuration in output array.
3. Assign a color to a vertex (1 to m).
4. For every assigned color, check if the configuration is safe, (i.e. check if the adjacent vertices do not have the same color) recursively call the function with next index and number of vertices
5. If any recursive function returns true break the loop and return true.
6. If no recursive function returns true then return false.

Below is the implementation of the above idea:

// C++ program for solution of M

// Coloring problem using backtracking

#include <iostream>

using namespace std;

// Number of vertices in the graph

#define V 4

void printSolution(int color[]);

/\* A utility function to check if

the current color assignment

is safe for vertex v i.e. checks

whether the edge exists or not

(i.e, graph[v][i]==1). If exist

then checks whether the color to

be filled in the new vertex(c is

sent in the parameter) is already

used by its adjacent

vertices(i-->adj vertices) or

not (i.e, color[i]==c) \*/

bool isSafe(int v, bool graph[V][V],

int color[], int c)

{

for(int i = 0; i < V; i++)

if (graph[v][i] && c == color[i])

return false;

return true;

}

/\* A recursive utility function

to solve m coloring problem \*/

bool graphColoringUtil(bool graph[V][V], int m,

int color[], int v)

{

/\* base case: If all vertices are

assigned a color then return true \*/

if (v == V)

return true;

/\* Consider this vertex v and

try different colors \*/

for(int c = 1; c <= m; c++)

{

/\* Check if assignment of color

c to v is fine\*/

if (isSafe(v, graph, color, c))

{

color[v] = c;

/\* recur to assign colors to

rest of the vertices \*/

if (graphColoringUtil(

graph, m, color, v + 1) == true)

return true;

/\* If assigning color c doesn't

lead to a solution then remove it \*/

color[v] = 0;

}

}

/\* If no color can be assigned to

this vertex then return false \*/

return false;

}

/\* This function solves the m Coloring

problem using Backtracking. It mainly

uses graphColoringUtil() to solve the

problem. It returns false if the m

colors cannot be assigned, otherwise

return true and prints assignments of

colors to all vertices. Please note

that there may be more than one solutions,

this function prints one of the

feasible solutions.\*/

bool graphColoring(bool graph[V][V], int m)

{

// Initialize all color values as 0.

// This initialization is needed

// correct functioning of isSafe()

int color[V];

for(int i = 0; i < V; i++)

color[i] = 0;

// Call graphColoringUtil() for vertex 0

if (graphColoringUtil(graph, m, color, 0) == false)

{

cout << "Solution does not exist";

return false;

}

// Print the solution

printSolution(color);

return true;

}

/\* A utility function to print solution \*/

void printSolution(int color[])

{

cout << "Solution Exists:"

<< " Following are the assigned colors"

<< "\n";

for(int i = 0; i < V; i++)

cout << " " << color[i] << " ";

cout << "\n";

}

// Driver code

int main()

{

/\* Create following graph and test

whether it is 3 colorable

(3)---(2)

| / |

| / |

| / |

(0)---(1)

\*/

bool graph[V][V] = { { 0, 1, 1, 1 },

{ 1, 0, 1, 0 },

{ 1, 1, 0, 1 },

{ 1, 0, 1, 0 }, };

// Number of colors

int m = 3;

graphColoring(graph, m);

return 0;

}

**Output**

Solution Exists: Following are the assigned colors

1 2 3 2

**Complexity Analysis:**

* **Time Complexity:** O(m^V).   
  There are total O(m^V) combination of colors. So time complexity is O(m^V). The upperbound time complexity remains the same but the average time taken will be less.
* **Space Complexity:** O(V).   
  Recursive Stack of graphColoring(…) function will require O(V) space.

**Method 3:**Using BFS

The approach here is to color each node from 1 to n initially by color 1. And start travelling BFS from an unvisited starting node to cover all connected components in one go. On reaching each node during BFS traversal, do the following:

* Check all edges of the given node.
* For each vertex connected to our node via an edge:
  + check if the color of the nodes is the same. If same, increase the color of the other node (not the current) by one.
  + check if it visited or unvisited. If not visited, mark it as visited and push it in a queue.
* Check condition for maxColors till now. If it exceeds M, return false

After visiting all nodes, return true (As no violating condition could be found while travelling).

// CPP program for the above approach

#include <bits/stdc++.h>

#include <iostream>

using namespace std;

class node

{

// A node class which stores the color and the edges

// connected to the node

public:

int color = 1;

set<int> edges;

};

int canPaint(vector<node>& nodes, int n, int m)

{

// Create a visited array of n

// nodes, initialized to zero

vector<int> visited(n + 1, 0);

// maxColors used till now are 1 as

// all nodes are painted color 1

int maxColors = 1;

// Do a full BFS traversal from

// all unvisited starting points

for (int sv = 1; sv <= n; sv++)

{

if (visited[sv])

continue;

// If the starting point is unvisited,

// mark it visited and push it in queue

visited[sv] = 1;

queue<int> q;

q.push(sv);

// BFS Travel starts here

while (!q.empty())

{

int top = q.front();

q.pop();

// Checking all adjacent nodes

// to "top" edge in our queue

for (auto it = nodes[top].edges.begin();

it != nodes[top].edges.end(); it++)

{

// IMPORTANT: If the color of the

// adjacent node is same, increase it by 1

if (nodes[top].color == nodes[\*it].color)

nodes[\*it].color += 1;

// If number of colors used shoots m, return

// 0

maxColors

= max(maxColors, max(nodes[top].color,

nodes[\*it].color));

if (maxColors > m)

return 0;

// If the adjacent node is not visited,

// mark it visited and push it in queue

if (!visited[\*it]) {

visited[\*it] = 1;

q.push(\*it);

}

}

}

}

return 1;

}

// Driver code

int main()

{

int n = 4;

bool graph[n][n] = {

{ 0, 1, 1, 1 },

{ 1, 0, 1, 0 },

{ 1, 1, 0, 1 },

{ 1, 0, 1, 0 }};

int m = 3; // Number of colors

// Create a vector of n+1

// nodes of type "node"

// The zeroth position is just

// dummy (1 to n to be used)

vector<node> nodes(n + 1);

// Add edges to each node as per given input

for (int i = 0; i < n; i++)

{

for(int j =0;j<n;j++)

{

if(graph[i][j])

{

// Connect the undirected graph

nodes[i].edges.insert(i);

nodes[j].edges.insert(j);

}

}

}

// Display final answer

cout << canPaint(nodes, n, m);

cout << "\n";

return 0;

}

**Output**

1

**Complexity Analysis:**

* **Time Complexity:** O(V + E).
* **Space Complexity:** O(V). For Storing Visited List.

# 260. Print all palindromic partitions of a string

Given a String **S,**Find all possible Palindromic partitions of the given String.

**Example 1:**

**Input:**

**S =** "geeks"

**Output:**

g e e k s

g ee k s

**Explanation:**

All possible palindromic partitions

are printed.

**Example 2:**

**Input:**

**S =** "madam"

**Output:**

m a d a m

m ada m

madam

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **allPalindromicPerms()** which takes a String S as input parameter and returns a list of lists denoting all the possible palindromic partitions in the order of their appearance in the original string.

**Expected Time Complexity:** O(N\*2N)  
**Expected Auxiliary Space:** O(N2), where N is the length of the String

**Constraints:**  
1 <= |S| <= 20

## Solution:

Note that this problem is different from[Palindrome Partitioning Problem](https://www.geeksforgeeks.org/dynamic-programming-set-17-palindrome-partitioning/), there the task was to find the partitioning with minimum cuts in input string. Here we need to print all possible partitions.  
The idea is to go through every substring starting from first character, check if it is palindrome. If yes, then add the substring to solution and recur for remaining part. Below is complete algorithm.  
Below is the implementation of above idea.

// C++ program to print all palindromic partitions of a given string

#include<bits/stdc++.h>

using namespace std;

// A utility function to check if str is palindrome

bool isPalindrome(string str, int low, int high)

{

while (low < high)

{

if (str[low] != str[high])

return false;

low++;

high--;

}

return true;

}

// Recursive function to find all palindromic partitions of str[start..n-1]

// allPart --> A vector of vector of strings. Every vector inside it stores

// a partition

// currPart --> A vector of strings to store current partition

void allPalPartUtil(vector<vector<string> >&allPart, vector<string> &currPart,

int start, int n, string str)

{

// If 'start' has reached len

if (start >= n)

{

allPart.push\_back(currPart);

return;

}

// Pick all possible ending points for substrings

for (int i=start; i<n; i++)

{

// If substring str[start..i] is palindrome

if (isPalindrome(str, start, i))

{

// Add the substring to result

currPart.push\_back(str.substr(start, i-start+1));

// Recur for remaining remaining substring

allPalPartUtil(allPart, currPart, i+1, n, str);

// Remove substring str[start..i] from current

// partition

currPart.pop\_back();

}

}

}

// Function to print all possible palindromic partitions of

// str. It mainly creates vectors and calls allPalPartUtil()

void allPalPartitions(string str)

{

int n = str.length();

// To Store all palindromic partitions

vector<vector<string> > allPart;

// To store current palindromic partition

vector<string> currPart;

// Call recursive function to generate all partitions

// and store in allPart

allPalPartUtil(allPart, currPart, 0, n, str);

// Print all partitions generated by above call

for (int i=0; i< allPart.size(); i++ )

{

for (int j=0; j<allPart[i].size(); j++)

cout << allPart[i][j] << " ";

cout << "\n";

}

}

// Driver program

int main()

{

string str = "nitin";

allPalPartitions(str);

return 0;

}

**Output**

n i t i n

n iti n

nitin

**Output:**

n i t i n

n iti n

nitin

**Approach 2: Expand around every palindrome**

The idea is to split the string into all palindromes of length 1 that is convert the string to a list of its characters (but as string data type) and then expand the smaller palindromes to bigger palindromes by checking if its left and right (reversed) are equal or not if they are equal then merge them and solve for new list recursively. Also if two adjacent strings of this list are equal (when one of them is reversed), merging them would also give a palindrome so merge them and solve recursively.

# 261. Subset Sum Problem

Given an array **arr[]** of size **N**, check if it can be partitioned into two parts such that the sum of elements in both parts is the same.

**Example 1:**

**Input:** N = 4

arr = {1, 5, 11, 5}

**Output:** YES

**Explaination:**

The two parts are {1, 5, 5} and {11}.

**Example 2:**

**Input:** N = 3

arr = {1, 3, 5}

**Output:** NO

**Explaination:** This array can never be

partitioned into two such parts.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **equalPartition()** which takes the value N and the array as input parameters and returns 1 if the partition is possible. Otherwise, returns 0.

**Expected Time Complexity:** O(N\*sum of elements)  
**Expected Auxiliary Space:** O(N\*sum of elements)

**Constraints:**  
1 ≤ N ≤ 100  
1 ≤ arr[i] ≤ 1000

## Solution:

We have already discussed a solution in [Partition Problem](https://www.geeksforgeeks.org/dynamic-programming-set-18-partition-problem/) to find if array can be partitioned or not. In this post, we print two sets that are also printed. We post pass two vectors set1 and set2 and two sum variables sum1 and sum2. Traverse the array recursively. At every array position there are two choices: either add the current element to set 1 or to set 2. Recursively call for both the conditions and update the vectors set1 and set2 accordingly. If the current element is added to set 1 then add the current element to sum1 and insert it in vector set 1. Repeat the same if the current element is included in set 2. At the end of array traversal compare both the sums. If both the sums are equal then print both the vectors otherwise backtrack to check other possibilities.

**Implementation:**

// CPP program to print equal sum two subsets of

// an array if it can be partitioned into subsets.

#include <bits/stdc++.h>

using namespace std;

/// Function to print the equal sum sets of the array.

void printSets(vector<int> set1, vector<int> set2)

{

int i;

/// Print set 1.

for (i = 0; i < set1.size(); i++) {

cout << set1[i] << " ";

}

cout << "\n";

/// Print set 2.

for (i = 0; i < set2.size(); i++) {

cout << set2[i] << " ";

}

}

/// Utility function to find the sets of the array which

/// have equal sum.

bool findSets(int arr[], int n, vector<int>& set1,

vector<int>& set2, int sum1, int sum2,

int pos)

{

/// If entire array is traversed, compare both the sums.

if (pos == n) {

/// If sums are equal print both sets and return

/// true to show sets are found.

if (sum1 == sum2) {

printSets(set1, set2);

return true;

}

/// If sums are not equal then return sets are not

/// found.

else

return false;

}

/// Add current element to set 1.

set1.push\_back(arr[pos]);

/// Recursive call after adding current element to

/// set 1.

bool res = findSets(arr, n, set1, set2, sum1 + arr[pos],

sum2, pos + 1);

/// If this inclusion results in equal sum sets

/// partition then return true to show desired sets are

/// found.

if (res)

return res;

/// If not then backtrack by removing current element

/// from set1 and include it in set 2.

set1.pop\_back();

set2.push\_back(arr[pos]);

/// Recursive call after including current element to

/// set 2.

res = findSets(arr, n, set1, set2, sum1,

sum2 + arr[pos], pos + 1);

if (res == false)

if (!set2.empty())

set2.pop\_back();

return res;

}

/// Return true if array arr can be partitioned

/// into two equal sum sets or not.

bool isPartitionPoss(int arr[], int n)

{

/// Calculate sum of elements in array.

int sum = 0;

for (int i = 0; i < n; i++)

sum += arr[i];

/// If sum is odd then array cannot be

/// partitioned.

if (sum % 2 != 0)

return false;

/// Declare vectors to store both the sets.

vector<int> set1, set2;

/// Find both the sets.

return findSets(arr, n, set1, set2, 0, 0, 0);

}

// Driver code

int main()

{

int arr[] = { 5, 5, 1, 11 };

int n = sizeof(arr) / sizeof(arr[0]);

if (!isPartitionPoss(arr, n)) {

cout << "-1";

}

return 0;

}

**Output:**

5 5 1

11

**Time Complexity:** Exponential O(2^n)   
**Auxiliary Space:** O(n) (Without considering size of function call stack)

**Approach:**In the [previous](https://www.geeksforgeeks.org/print-equal-sum-sets-array-partition-problem/) post, a solution using [recursion](https://www.geeksforgeeks.org/recursion/) is discussed. In this post, a solution using [Dynamic Programming](https://www.geeksforgeeks.org/dynamic-programming/) is explained.   
The idea is to declare two sets set 1 and set 2. To recover the solution, traverse the boolean dp table backward starting from the final result dp[n][k], where n = number of elements and k = sum/2. Set 1 will consist of elements that contribute to sum k and other elements that do not contribute are added to set 2. Follow these steps at each position to recover the solution. 

1. Check if dp[i-1][sum] is true or not. If it is true, then the current element does not contribute to sum k. Add this element to set 2. Update index i by i-1 and sum remains unchanged.
2. If dp[i-1][sum] is false, then current element contribute to sum k. Add current element to set 1. Update index i by i-1 and sum by sum-arr[i-1].

Repeat the above steps until each index position is traversed.  
**Implementation:**

// CPP program to print equal sum sets of array.

#include <bits/stdc++.h>

using namespace std;

// Function to print equal sum

// sets of array.

void printEqualSumSets(int arr[], int n)

{

int i, currSum;

// Finding sum of array elements

int sum = accumulate(arr, arr+n, 0);

// Check sum is even or odd. If odd

// then array cannot be partitioned.

// Print -1 and return.

if (sum & 1) {

cout << "-1";

return;

}

// Divide sum by 2 to find

// sum of two possible subsets.

int k = sum >> 1;

// Boolean DP table to store result

// of states.

// dp[i][j] = true if there is a

// subset of elements in first i elements

// of array that has sum equal to j.

bool dp[n + 1][k + 1];

// If number of elements are zero, then

// no sum can be obtained.

for (i = 1; i <= k; i++)

dp[0][i] = false;

// Sum 0 can be obtained by not selecting

// any element.

for (i = 0; i <= n; i++)

dp[i][0] = true;

// Fill the DP table in bottom up manner.

for (i = 1; i <= n; i++) {

for (currSum = 1; currSum <= k; currSum++) {

// Excluding current element.

dp[i][currSum] = dp[i - 1][currSum];

// Including current element

if (arr[i - 1] <= currSum)

dp[i][currSum] = dp[i][currSum] |

dp[i - 1][currSum - arr[i - 1]];

}

}

// Required sets set1 and set2.

vector<int> set1, set2;

// If partition is not possible print

// -1 and return.

if (!dp[n][k]) {

cout << "-1\n";

return;

}

// Start from last element in dp table.

i = n;

currSum = k;

while (i > 0 && currSum >= 0) {

// If current element does not

// contribute to k, then it belongs

// to set 2.

if (dp[i - 1][currSum]) {

i--;

set2.push\_back(arr[i]);

}

// If current element contribute

// to k then it belongs to set 1.

else if (dp[i - 1][currSum - arr[i - 1]]) {

i--;

currSum -= arr[i];

set1.push\_back(arr[i]);

}

}

// Print elements of both the sets.

cout << "Set 1 elements: ";

for (i = 0; i < set1.size(); i++)

cout << set1[i] << " ";

cout << "\nSet 2 elements: ";

for (i = 0; i < set2.size(); i++)

cout << set2[i] << " ";

}

// Driver program.

int main()

{

int arr[] = { 5, 5, 1, 11 };

int n = sizeof(arr) / sizeof(arr[0]);

printEqualSumSets(arr, n);

return 0;

}

**Output :**

Set 1 elements: 1 5 5

Set 2 elements: 11

**Time Complexity:**O(n\*k), where k = sum(arr) / 2   
**Auxiliary Space:**O(n\*k)

The solution discussed above requires O(n \* sum) space and O(n \* sum) time. We can optimize space. We create a boolean 2D array subset[2][sum+1]. Using bottom up manner we can fill up this table. The idea behind using **2 in “subset[2][sum+1]”** is that for filling a row only the values from previous row is required. So alternate rows are used either making the first one as current and second as previous or the first as previous and second as current.

**Another Approach:** To further reduce space complexity, we create a boolean 1D array subset[sum+1]. Using bottom up manner we can fill up this table. The idea is that we can check if the sum till position “i” is possible then if the current element in the array at position j is x, then sum i+x is also possible. We traverse the sum array from back to front so that we don’t count any element twice.

Here’s the code for the given approach:

**Implementation:**

class Solution {

public:

bool canPartition(vector<int>& nums) {

int n = nums.size(), sum = 0;

for(int i=0;i<n;i++)

sum += nums[i];

if(sum%2!=0)

return false;

sum /= 2;

vector<bool> dp(sum, false);

dp[0] = true;

for(int i=0;i<n;i++){

for(int j=sum;j>=nums[i];j--){

if(dp[j - nums[i]] == true)

dp[j] = true;

}

}

return dp[sum];

}

};

**Time Complexity:** O(N\*K) where N is the number of elements in the array and K is total sum.  
**Space Complexity:** O(K)

# 262. The Knight’s tour problem

Backtracking is an algorithmic paradigm that tries different solutions until finds a solution that “works”. Problems that are typically solved using the backtracking technique have the following property in common. These problems can only be solved by trying every possible configuration and each configuration is tried only once. A Naive solution for these problems is to try all configurations and output a configuration that follows given problem constraints. Backtracking works incrementally and is an optimization over the Naive solution where all possible configurations are generated and tried.  
For example, consider the following [Knight’s Tour](http://en.wikipedia.org/wiki/Knight%27s_tour) problem.

**Problem Statement:**  
Given a N\*N board with the Knight placed on the first block of an empty board. Moving according to the rules of chess knight must visit each square exactly once. Print the order of each cell in which they are visited.

**Example:**

Input :

N = 8

Output:

0 59 38 33 30 17 8 63

37 34 31 60 9 62 29 16

58 1 36 39 32 27 18 7

35 48 41 26 61 10 15 28

42 57 2 49 40 23 6 19

47 50 45 54 25 20 11 14

56 43 52 3 22 13 24 5

51 46 55 44 53 4 21 12

**The path followed by Knight to cover all the cells**  
Following is a chessboard with 8 x 8 cells. Numbers in cells indicate the move number of Knight.

![knight-tour-problem](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApsAAADiCAYAAAABIAxEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACbGSURBVHhe7ZxBcttIDEVzrpxiTpG1b+IcJIussvM+Vb5AqrJNLpALaESTbDXJbhLEF9mw/F4VFpEwvXgCAZCS59MFAAAAAOAgWDYBAAAA4DBYNgEAAADgMFg2AQAAAOAwWDYBAAAA4DBYNgEAAADgMFg2AQAAAOAwWDYBAAAA4DBYNgEAAADgMFg2AQAAAOAwWDYBAAAA4DBYNgEAAADgMEzL5qdPnwiCIAiCIAjiLfbAskkQBEEQBEHsij2wbBIEQRAEQRC7Yg+7l03YD/50cKiBPx0cauBPB4c6ONTw+jNlew+HHvzp4FADfzo41MCfDg51cKjh9WfK9h4OPfjTwaEG/nRwqIE/HRzq4FDD68+U7T0cevCng0MN/OngUAN/OjjUwaGG158p23s49OBPB4ca+NPBoQb+dHCog0MNrz9TtvfwM/jx+t/l0/dbfP71Z3gnDpH8zX318XT5+m9IeOPP5evLNOfL3+GtRsRx+PPyJfNSdrP09+n15/BeG+L467A4tOScSxyHNjfRemMcfyPZdfry7fJ7ePWNv88Td5OY555IPIc58fpeiVgOt67lx+mDpmzv4UdTXpziLZxx/BWawVvky2Ytp22Rx3C4vPD7sPlr2Xhj+OuwOLTknE8MhzY3EXtjDH89v389Td2wbIrE7Hslwjj89+3yueDrdo0+Vh80ZXsPP5T0Qd3EpwbSsBmUiONvbAgrxZqa7PPlx/BSGlwfflnqLv6bl7wZpEU81WWWNzplSF0xODTlnE8MhwY3QXtjDH8dQx+89rM9XuiDKwTteyWiONyup8fqg6Zs7+GHUirkUsEHII6/7WUzNd/8AigsoGcTx2FGYaivNl2G1JKSwzmWnBMI6bDkJmhvjOjPvmyOg54aLBK075WI4XCspx3X4zvvg6Zs7+FHUlyKgjSEOXH8lb/qmHy1xqBaJy3eYyxrrfwVZjt3HWH8dRgcmnJOJozDDTdRe2MYfxnWZdO+lB5LRIcjEfteiRAOx5n68jTM1oqvB+qDpmzv4UfCsumh/ruatHCmxbIULJvLi7/sJdXnEK1/RxzGX4fFodHzmYRxuOGGZdOObYkc3bX9+rIjosOcaH2vRAiHxWt4iLwWH6gPmrK9hx8Jy+Y9yJbPtQJPd1/tijymw9sQutVh5rR7LV/eJ7V6LjH9dZQczrHkHE9Mh0s3LJt2TMvm2A8bP9XsiOiwJ2bfKxHCYammNr9BfN990JTtPfxQXB9WG0L6G9jVbN9hgR/Nwl/JVYC6jOqvw1KDpjo9mKgOqzWYu6IGi2zX1W2JivCULqLDN4L2vRIhHBbdbN8Qvuc+aMr2Hn4o6cO6fTARPogSYfx1ziZuZnejRW53Ux/+L4G7hrrhr1iDYyPmqZLJoSmnASEcWtwE7Y0h/M3Y9JKu3RgLU0SHHVH7XokYDgtzdV5rD9YHTdnew48lEz+L1r+rmRPGXxpC88ibQfaoPo+GQ6ojhMPUDJaRaq7q+BoffVHqsDi05DQghEOTm5i9MYS/gfIfs1xj1uci/O+OciI5nBC075WI4rBWg+kJ+oP1QVO29/DjWTbVlh9CjVD+Fk1hece+uAgCNIswDhcNoPDEo9R4GzsM46/D4tCSczJhHJrcxOuNYfxdMS2b6TqO82QuksMFAfteiUgO53W4uEYfqA+asr2HQw/+dHCogT8dHGrgTweHOjjU8PozZXsPhx786eBQA386ONTAnw4OdXCo4fVnyvYeDj3408GhBv50cKiBPx0c6uBQw+vPlO09HHrwp4NDDfzp4FADfzo41MGhhtefKdt7OPTgTweHGvjTwaEG/nRwqINDDa8/U7b3cOjBnw4ONfCng0MN/OngUAeHGl5/puz8cIIgCIIgCOJjxx5YNgmCIAiCIIhdsQeWTYIgCIIgCGJX7GH3sgn7wZ8ODjXwp4NDDfzp4FAHhxpef6Zs7+HQgz8dHGrgTweHGvjTwaEODjW8/kzZ3sOhB386ONTAnw4ONfCng0MdHGp4/ZmyvYdDD/50cKiBPx0cauBPB4c6ONTw+jNlew+HHvzp4FADfzo41MCfDg51cKjh9WfK9h5+f35evnz/7/Ipiy9/h7c6/j5P3pvEy7fL7yHtbOL469hwmPPv2+Vzynu+/BhebkEch1Z/fy5fX4achrU3EsffyLbHH6/T9z//+jO804Z4DkeyWhuiek03JJ6/rRqM5zWWQ4sfHK5jmRM7ZvYJeP2Zsr2H35el8D6eLl//DSksmxsYHGZMhz3LptXf719P0/dZNqdMbmJukS+T80WzlHM2oRwmlsN8jNZDfU4of5s1uK9XnkUchxY/MWszikPTnDD0yrPx+jNlew+/L11x5wvPrdjXCjcNrdefwyvnE8Nfxw6HY5G/Pg85LJs2f0ODvdZbaiYsmxM2r8nUYG+DK4LLSA4T6Qb7VpcRel6JSP62Hc2u9Wzoc8PTYfATtDZjOLTNiYjXstefKdt7+KEUBtKScRngbrRI1eF4R9q9PjrMl6zzCelwowZZNksY6mkcUrm35LpdHcZxeCPVWD6MCkM+AnH8eXra7Skdy2aJpZ+otRnNYX1OxJi9c7z+TNnew+9OKtQx1pfIKMM+jL8Oi8Mx561JsGxO2FGDLJsFxqXx5WlYHse41VdxSAW4cQzjMGesx2CLeYkw/gw1uGDjxvIswjicU/ITtDajOazOCU+dnoDXnynbe/jdWQz6NfHjcGr/26Uw/jo2Hc6XS5bNCTtqkGWzQNHfEIMnls0dpOFdirbX7Jww/gw1OCXGU82OMA4nVPwErc1oDqtzYnednoPXnynbe/ix3JbJ6VAaGD8oBv0KS4dj4d+aBstmnfUaZNksULouZ087WDZ3Mh9K6UkIy2YRQw3mRPrdXBiHGat+AtZmNIeby6axTs/C68+U7T38aOrDPM6daEdUfx1zh6lxVKLVU+KoDtcWyrX3ziaMv2KznC2SD9ZkT2f0F2A5ygnjz1KDA6kfBriGO8I4HNjtJ0BtRnNYnRM76vRMvP5M2d7D70pXpJMP47ZQLgp3LOiGgyknhL8Og0OWzRX21OAVls0St6fBqZbm12tqsreGGsFlHIdrFPwGIY4/Qw1eWX1i14g4Dj1+YtRmJIcd9d5mq9Oz8fozZXsPvytJ8jLmhRutSYTw17HD4Y2x4Nsu7iEcGv1VF3YWpTdqfm7fQmRL/CwYUnNuA2kSAW5w5kTyt1mD6YanEFzHRj8xazOKQ8uc2O6V5+P1Z8r2Hn53FsO+sAAVnoq0Joy/DovDCSybEwz+WDa3mTtaLpHLhbPlotkRzeHIot4CPYnLieZvtQZZNtcx+olYm1EcWufEdq88F68/U7b3cOjBnw4ONfCng0MN/OngUAeHGl5/pmzv4dCDPx0cauBPB4ca+NPBoQ4ONbz+TNnew6EHfzo41MCfDg418KeDQx0canj9mbK9h0MP/nRwqIE/HRxq4E8Hhzo41PD6M2V7D4ce/OngUAN/OjjUwJ8ODnVwqOH1Z8rODycIgiAIgiA+duyBZZMgCIIgCILYFXtg2SQIgiAIgiB2xR52L5uwH/zp4FADfzo41MCfDg51cKjh9WfK9h4OPfjTwaEG/nRwqIE/HRzq4FDD68+U7T0cevCng0MN/OngUAN/OjjUwaGG158p23s49OBPB4ca+NPBoQb+dHCog0MNrz9Ttvdw6MGfDg418KeDQw386eBQB4caXn+mbO/h9+bH63+XT9/n8XT5+m9IeOPP5evLLOf15/BeG6L4q5M5e/l2+T28Gok4Dn9evuS1dY0vf4e3JljzziGOvw6Lm+V13NJfRxyH+NPZ8PP3efLeJBr2yFgOO7Zmx9Iz87hA0Hor4fVnyvYefl8KRfsW+bJZy7lGwwKP4a/M719PU08smyssh3wfsxuef98unwt5n3/9GRLOJ4a/DovD+nXccmGK4dDiz1inJxPDX4fBD8vmJtuzg3lshmWzx3v4fRkLd6VhpiH/fPkxvJQ+RBpEgcHp9cJPjYNlc4VuSGW1lQ2tfAlKT+Ab38HnxPDXYXCYGu8tL4LTGA4tNTjLyW5+uOHp8PmhBnMMs4N5LBFxjnR4/ZmyvYffF3HZpEGswrLpINVb6alSvhC0J6S/joLDVIv5NVtYQM8mpMNiDc65PWFi2Sxh8TNe12uejyeiQ9eyyTzeIEa9lfD6M2V7D78vt4aQx7w5lH/X2Xbwx/C3DsumkbT0jDFrBmODfXkaGu0Y1GBiy+H4fl6LpcF1MmEcbvmbY1pIjyeMvzkGP1H6Y0SHa26Yxz4iz2OvP1O29/D7Ul42u5gvnOmDqrx/NjH8rcOyaWQx6Lso3LmXoqHbMP46thym4V8Kls1NfxNiPNXsCONvwp6nmm1/M9wR0eHW7GAe7yVOvZXw+jNlew8/lmz5TEWevdY9ps+HFo/tV2HZ9HBrCqm+xkUg98hTuRUKDjvmC1V6UozDKRV/A5F+9xXRn8lP6ZpuRESH9dnBPHYRqN5KeP2Zsr2HH82iyMcPKS9kBr0Jlk0fC2/FehsXgnZfY0b112GqvdK1fTJRHdb8pUUqyDUdzZ/NT5wnwx3RHHZUr1/msYNY9VbC68+U7T38rnRFOinm2V3TlWLRjwXPoF/FNPAbEsJhV0sbNVj8CiTVIA3W5nBOwWkDQjg0+ov0RHMkhL8Bs58A125OJIcjtdnBPHYQrN5KeP2Zsr2H35X8EfwksqKt5lyjYdMN4a9CarrzmDWO1oRwmBrBMvIlqOa05Z1qCH8dJofZV8N5NK7JEA4t/tb6YEOHIfx17PATbWkP4/DK5uxgHu8mWr2V8PozZXsPvzuL4i1s/6UCb/zBhfFXgGVzJ4thX74DnXtt+USuI4y/DoPDRV0GaL5hHG75Y9lcx+on5bV7CjcnjMMrptnBPLYTsN5KeP2Zsr2HQw/+dHCogT8dHGrgTweHOjjU8PozZXsPhx786eBQA386ONTAnw4OdXCo4fVnyvYeDj3408GhBv50cKiBPx0c6uBQw+vPlO09HHrwp4NDDfzp4FADfzo41MGhhtefKdt7OPTgTweHGvjTwaEG/nRwqINDDa8/U7b3cOjBnw4ONfCng0MN/OngUAeHGl5/puz8cIIgCIIgCOJjxx5YNgmCIAiCIIhdsQeWTYIgCIIgCGJX7GH3sgn7wZ8ODjXwp4NDDfzp4FAHhxpef6Zs7+HQgz8dHGrgTweHGvjTwaEODjW8/kzZ3sOhB386ONTAnw4ONfCng0MdHGp4/ZmyvYdDD/50cKiBPx0cauBPB4c6ONTw+jNlew+HHvzp4FADfzo41MCfDg51cKjh9WfK9h5+f35evnz/7/Ipiy9/h7cGfrxO3+/j6fL135DQgDj+Mv59u3xOfp4vP4aXe/5cvr7k/q7x+nN4rw3hHK7668gcvny7/B5ebUUsf8v6ml/HPdvX+5nEcmhxQw2us+1nPk8+//ozvNOG9+aQebyGpQ8uc97rLDZlew+/L8vm2kdeuIUPZpFzPjH8TZk2gXxZqjm8RsMij+aw7u9y+f3rKXvvGgz6DMt1fGWyzN+i5bAP49Dghhpcx+KnvChRgyPbDpnHdZR95hrvcBabsr2H35fuw8mH+u3Dut0NjB9O22KeE8NfxjisXp8Hh5nXNMiy1/4+9wXecGCFcrjmb6zBazNIzZhBnzG7jrPFKR/iadA3vovPieJw2w01uI7BT6rL2yyJ4PJdOWQer2Dogw82i03Z3sMPpdAMKG4LuaNxYS8VfaHAGw7+OA43/GUw6C2MPvNlc91rK2I43OeGGlyn6qc01Eu98WTelUPm8Q4KffDBZrEp23v43RlFp5gX8e0Dy6Pl1x4dYfx1TIq1PLjKXx+1HfxhHBr8jTDoDZRuGsfXXp6G98agBve6oQbXqflJr0+G+ni9t1ue3pND5vEOSn3wyiPNYlO29/C7s1g25+LLxd1FywIP42+xHNWXpdRAAvjriOHQ7q+DQb9F4W6+o3idD9HQZQiHO91Qg+vU/KTXWTY3qdcY89hGpQ8OJL8B3HV4/ZmyvYcfy3jhX6P6SDkr9o8+pK6MRXsr1tKylDnrvKY7ruHfjYjg0ObvRr0Jn08Ef3Oqvz0cF6rcW6rDsuszCOFwpxtqcJ2an/Q6y+Ym9hpjHpeo/wb7sWaxKdt7+NFYijxCs43ir/xI/hZvf2g1DrO8mBn0b5j8ZUSovZEI/nKSy5KbYr0x6N/Y6YYaXKfqhxseM3tqjHk8ZbUPPtgsNmV7D78rnfjJBzLb+ju6D2IrpwEh/F2xLEvFZjAW/Qcf9Cyb9yF5rF6T4/KUOU01+NEH/T431OA6VT9pqN96HotSmVWHk9eYxzlbfbDo9R3PYlO29/C7kiQvIzXd1CDm0e6D6Qjhr8g4uLIhVXV4DRrEjIK/K9WllCG1Xl+Zn5pDfutlc0MNrrPtJ1uMZjG/qTyTd+WQeVzH0gcfbBabsr2H353Fwll4yrH4gNo9CRkJ429BeVkqFnnD4u6I6ZBlczeWJjsw99hyyHeEcXhlyw01uI7Nz3LhpAZvmBwyj8tY++ADzWJTtvdw6MGfDg418KeDQw386eBQB4caXn+mbO/h0IM/HRxq4E8Hhxr408GhDg41vP5M2d7DoQd/OjjUwJ8ODjXwp4NDHRxqeP2Zsr2HQw/+dHCogT8dHGrgTweHOjjU8PozZXsPhx786eBQA386ONTAnw4OdXCo4fVnys4PJwiCIAiCID527IFlkyAIgiAIgtgVe2DZJAiCIAiCIHbFHnYvm7Af/OngUAN/OjjUwJ8ODnVwqOH1Z8r2Hg49+NPBoQb+dHCogT8dHOrgUMPrz5TtPRx68KeDQw386eBQA386ONTBoYbXnynbezj04E8Hhxr408GhBv50cKiDQw2vP1O293DowZ8ODjXwp4NDDfzp4FAHhxpef6Zs7+GH8e/b5fP3/y6f3uL58mN4uefP5evL+F4fX/4ObzUikr8fr1M3fTxdvv4bEv4+F94f4uXb5feQdjaRHE6JV28lQvrjOtZY9be81j//+jO804ZY/iz19fPyJXu/nHMusRyWiOdsTiyHWR0W5+vj9EFTtvfwo5g20bzJLgu9j2yZakAcf8vCXfhh2dxBzHorEdFf/Tqu1WnbRhvNYd1f7aay7cIZx5/lumWW7GZy83OL1jc5c6I4/P3raepqMV8fqw+asr2HH8JY0K/PQzOYL5vZv7Pip8l2jMW7r2GmwfX6c3jlfOI4zIlZbyXC+Vu7jtMNz+01anDGmr9Uh7frPA02bhivWK7bWU62fHLDUybCNWohhsNhFl9dVa/NB+uDpmzv4fcnX5bGiz9vCHNudwYsmx2eZXP0zB39NjHqrUQsf+vXcWq+eUMtNN6zieNwow+OrvLhlRYq/C0xXLeFBb4FcR1a5nEMojmsLZuP1gdN2d7D784o+k2+obhpEDNuTTWPtcUowhORjjgOVwhSbyVC+du6jlmW1tnwVxxSAW4aw/ibU7tu02Afo/11Hd7hy9Pgcox212uNaA6rM/bB+qAp23v4fZk31a1lM85Tphj+OsrLZt3R6Pj9/ij5POLUW4k4/gzXcWqopXh/Tfa+bPtj2dzDynW7WDa7aFd/HTEdXim6GqLxg4o50RxWl80H64OmbO/h92T8QG4NoTCkMiL9fiSCvzLZ8llqCKU7q0bEddgT/fdKUfyZr+P58EpPTN5fk70nFn8sm3bs1+3oz5J7HBEdvhH0KVyJaA6ry2bHA/VBU7b38HuSmkIl8idvKTfAktQRwV+NeqHHelIX2WG0eisRxd+e63jC2HQ/+KA3+Qs6+CP4y9l73a4uBScRzWGiWF/tb3BKRHO4q67ecR80ZXsPvyfWIZXyGn4YcyL4e6NrCJOCzp5szn2lO6oYd6VhHM6IWG8lovizXsdTbk+VqsvoCURwaPKXBv9tyLMoTdm8brv+Z+2VJxLJ4ZTCNRpshoxEc2i/Nt93HzRlew8/llF8VsipyRaCJrviZ3nnGW2JCuMwJ2i9lQjp743CdZw11UhOYzos+csWo1l89GX9Dct1mxalZeCwTO1GKMI3YzlRHFZvHFOfe6w+aMr2Hn4sLJsuFo4Kd50pJ87XH6EcjrBs3oHSslRoxAFuemI6LPsrLZwtl6SOMP6s1+1i4Sz0ypMJ47DC/LptXXMlojjcXjYfqw+asr2HQw/+dHCogT8dHGrgTweHOjjU8PozZXsPhx786eBQA386ONTAnw4OdXCo4fVnyvYeDj3408GhBv50cKiBPx0c6uBQw+vPlO09HHrwp4NDDfzp4FADfzo41MGhhtefKdt7OPTgTweHGvjTwaEG/nRwqINDDa8/U7b3cOjBnw4ONfCng0MN/OngUAeHGl5/puz8cIIgCIIgCOJjxx5YNgmCIAiCIIhdsQeWTYIgCIIgCGJX7GH3sgn7wZ8ODjXwp4NDDfzp4FAHhxpef6Zs7+HQgz8dHGrgTweHGvjTwaEODjW8/kzZ3sOhB386ONTAnw4ONfCng0MdHGp4/ZmyvYdDD/50cKiBPx0cauBPB4c6ONTw+jNlew+HHvzp4FADfzo41MCfDg51cKjh9WfK9h5+GP++XT5//+/y6S2eLz+Gly9/n4fXCvHy7fJ7SDubSP5+vBbcfH+6fP03JAzM8z7/+jO804ZIDt+o1eAVq+MzieRvl58Vz2cTx+Gfy9eX3N1/ly9/h7cGqMEtth120Ae3yDxWZ6wl5zxiOTS6eYA+aMr2Hn4U0wbAsmln2WD7mA6h8qBq22jjOOyp1qDR8dnE8bfPT93z+cRw+PPyZeJtjNwfNbiOxSF9cIvfv56mbgoz1pJzNlEc7nHzCH3QlO09/BDGDf/1eWgY6+LTh/T6c3jlfOL4G4fQytBJd1C3nHRRsLD3rNagwXED4vjb4WfntX40MRx2i1LmIXvicVuCqMF1DA7pgxsMNXadq3UvlpzzieFwh5sH6YOmbO/h9ydvouPd6Zr4Madt043pb3hpzvh0OC/81HjbFXlMh6UaNDhuQEx/w0tF9l7rxxPHYc7oiWXTT8EhfdCMZZFk2ayz7uZx+qAp23v43RkbwNtTym3xUQo8jL+sqeaRfy2UnE2eBLdf2sM43KzBbcctCOPP6mfntX4GcRxmFJ7AUYM7WXuKSR/cxDJno8zijmgOV908UB80ZXsPvy9z0Vvix/fLP/w+kxj+OspDqItxENFk17DU4LbjFsTw12HxY/F8PnEcjtxcTmuLGrRTdkgftMOyqVF381h90JTtPfyejB9IfSDNKH0N0ogI/spkQ2nwRJOts7sG31g6bkEEf2XqNbjP8/FEc2j/PTo1WKPmkD5oJ7laqS1LzllEc1hz82h90JTtPfye1P4ycIzp08vy3WorIvirsSj00pLOb5Xe2FeDNyI02gj+asz9eD0fTSSHyZGxpqjBJasO6YNmLLUVof5GojmsuXm0PmjK9h5+T3aJHxtF4zuAkQj+3uia5aSgsyce4x382u+XGjaKCA5NNWhx3IAI/t4w+Hm0Jntvkp9aPVGDm5gcvtUbfXALlk0Nls0M7+HHUn+kvNlITiaMv9RA55F/LZQNplm0Ku6OMA4nFGrQ5Ph8wvhz+eFr9ETV3zXGYUUNrmNxSB/cpLoMZUuTJedsojjc74av0RtREZ8aSdvGmhPK36LRlgp32WhbNtiOUA4TWzU4Rtvm0BHK324/LJsJ06J0hRqsY3VIH1yFZVODZbOA93DowZ8ODjXwp4NDDfzp4FAHhxpef6Zs7+HQgz8dHGrgTweHGvjTwaEODjW8/kzZ3sOhB386ONTAnw4ONfCng0MdHGp4/ZmyvYdDD/50cKiBPx0cauBPB4c6ONTw+jNlew+HHvzp4FADfzo41MCfDg51cKjh9WfK9h4OPfjTwaEG/nRwqIE/HRzq4FDD68+UnR9OEARBEARBfOzYA8smQRAEQRAEsSv2wLJJEARBEARB7Io97F42YT/408GhBv50cKiBPx0c6uBQw+vPlO09HHrwp4NDDfzp4FADfzo41MGhhtefKdt7OPTgTweHGvjTwaEG/nRwqINDDa8/U7b3cOjBnw4ONfCng0MN/OngUAeHGl5/pmzv4dCDPx0cauBPB4ca+NPBoQ4ONbz+TNnew+/Nj9f/Lp++z+Pp8vXfkJD4efkyy/vyd3irAVH8Tfj37fI5+Xm+/Bhe7onlryOKQ1sN/rl8fZnm4G+NePVWIo5DS31Rg9tkjl6+XX4Pr96gD66zo8ZW5825xHJ4w77ftMXrz5TtPfy+LAu7+GFMivoWn3/9GRLOJ4a/KdPCzi/+ZYPto23Rx3BoqUH87SOmrxIxHFp8UYNb/P71NHWzWDZxuM4+P/V5cz5xHOYY95sAeP2Zsr2H35fxw1iXn4r69efwSnti+MsYF/LX56FhzJfN8vLZ8q4+hkNLDc78ZTc/3PCUiFlvJWI4tNQXNbjOcB1fZ0RaOovLJn2wzo4aW5035xPHYY5tv4mA158p23v4fbEO+vbFPCeGv5Hco8FXaiJtL4IYDj0NYfxvGPQmgtRbiZgOLfVFDdaoL5sz6IMb1Gos75kx5nNMh7mn4aWgeP2Zsr2H35dbMecxKeyxIbw8DY1hDIo78fe5d/L25Ldy8Y85KdpfADEcGmpwDkNqm4D1ViKkQ0t9UYNVVpdN+qCdWo1Z5s3JxHTomC2N8PozZXsPvy/lD2PygSyaQxZbd64HEsNfx/xity6bhZyTieHQUIMTbvmtm0YMfxUC1luJeA4t9UUNrrFv2eyCPrikVmPGeXMy0R3Oo/V1O8frz5TtPfxYsg9nbBRjc8gbR7rjalfgUfyNjfVWvJaLf8y5RsPfwUZxOKVQgxmRfj8c01+JGPVWIppDS31Rg+uYv0anD1ap1Zhv3hxPRIdL1mdLS7z+TNnew49m0SiKi+VY4O2+AoniLzWFStR++G5vyMcRxeGcmpvkOkijiOqvRIR6KxHJoaW+qMFt9tQafXDJWo15583RRHNY49H6oCnbe/hd6RbJifRs8093VLe7z1TI6asQnmyaLv7O16bn8wnh0FSDmeeGvuaE8FciaL2ViOLQUl/UoI3qQKcPbrJVY6Z504BIDhPG2RIBrz9Ttvfwu5KeWs5j+sSyVuAtf/cQwl+RwtcaaTlfRqvm0BHCoaUGqznXmA+0Ewnhr0TQeisRwqGlvqjBTaqL0OiHPriOq8b4Gr2KZbYEwevPlO09/O4sPpBy0c4bSeuhFcbfgsrFv2i0bZtDRxiHWzXIoN9PwHorEcKhpb6owU02l80O+mAdV42xbK6yNVuC4PVnyvYeDj3408GhBv50cKiBPx0c6uBQw+vPlO09HHrwp4NDDfzp4FADfzo41MGhhtefKdt7OPTgTweHGvjTwaEG/nRwqINDDa8/U7b3cOjBnw4ONfCng0MN/OngUAeHGl5/pmzv4dCDPx0cauBPB4ca+NPBoQ4ONbz+TNn54QRBEARBEMTHjj2wbBIEQRAEQRC7Yg8smwRBEARBEMSu2MPuZRP2gz8dHGrgTweHGvjTwaEODjW8/kzZ3sOhB386ONTAnw4ONfCng0MdHGp4/ZmyvYdDD/50cKiBPx0cauBPB4c6ONTw+jNlew+HHvzp4FADfzo41MCfDg51cKjh9WfK9h4OPfjTwaEG/nRwqIE/HRzq4FDD68+U7T383vx4/e/y6fs8ni5f/w0JiT+Xry/D+y/fLr+HV1sRxd+Ef98un5PD58uP4eUbPy9f0vt9fPk7vNWAKA4tNWiv0/OI4m/CZg1eseScRBSHtvqKdf12RPG3SqB6KxHLYTZnV2uMeVxny43V8Xl4/ZmyvYffl6X0PqZN9vevp+n7FHeR6cCaNdVJw73F519/hoTzieHQUoO2Oj2bGP6mrNbggCXnLGI4tNTXctFc5pxPDH/rRKq3EnEc2mqMeVxn281jXcembO/h92Vssmuih5zXn7cPkuJeMi6Tr89DMU+bamq4V49RiOFwRw02bghzYvjL2KjBNyw5JxLDoaW+uiGVu7oNLb6dWCFYvZWI43BWY9kDittDCeZxHYsbi+Pz8fozZXsPvy/7hjjFXSP3OA6h0mCK1WhjOLTU4L46PYsY/ka2arDDknMuMRw66isNqbY1GcNfjXj1ViKuw9FfeRFiHtexu1l3fBZef6Zs7+H35SY6j5p0irvC3+fey9tTy0JTHQfTy1O6i+qDQW+rwX11ehYx/A1s1WCHJedkYjg01tfoL0XbRbMjhr8KAeutRFiHGzc0zOM6Zjfv/KbRlO09/L6Um2wXpUFOcZeYN9FCU10MqSwauozh0FKD++r0LGL46zDUoCnnfGI4NNZX8TrGX5mY9VYipsNbTdZ6HPO4js3NtuOz8PozZXsPP5as6RY+JIp7yejkVqyFpjoOqdxbuqNq13yjOJyyXoM9lpzjieLPUoOmOm1AFIdTLPU1+rvG25O7NsT0F7feSkR0aPmNP/O4jsVNpL+j8PozZXsPP5q1D4niXjL9S8tlvP3xQHGxHJtvu8f3URzOsdRZhFqM4s9Sg6Y6bUAUh3OoQY2o9VYimsPkbqOumMd1ttxYHZ+F158p23v4XemWoIns7I6+sO1T3EtsTfX2FCQ12fSV3Ad/smmpwZ11ehYh/F2x1GDU4R/CoaW+uuuVGjQTtd5KRHKYvBlqinlcZ83NHsdn4fVnyvYeflfSE7d5TJ+2VRtHwyIP4a9I+euimsOWvxUJ4dBSg8Y6PZsQ/opYvrKM8bVmCIeW+lr53XXLxSmEPxMx6q1EGIfVOrxGNmuZx3U23Rgdn43Xnynbe/jdWchfNgOKew/1pjr32PruPoxDQw2ack4mjL8FLJu7sdTXYuGkBu2wbG5iXISYx3VYNgt4D4ce/OngUAN/OjjUwJ8ODnVwqOH1Z8r2Hg49+NPBoQb+dHCogT8dHOrgUMPrz5TtPRx68KeDQw386eBQA386ONTBoYbXnynbezj04E8Hhxr408GhBv50cKiDQw2vP1O293DowZ8ODjXwp4NDDfzp4FAHhxpef6Zs7+HQgz8dHGrgTweHGvjTwaEODjW8/kzZ+eEEQRAEQRDEx449sGwSBEEQBEEQu2IPLJsEQRAEQRDErtjDvmwAAAAAgB2wbAIAAADAYbBsAgAAAMBhsGwCAAAAwGGwbAIAAADAYbBsAgAAAMBhsGwCAAAAwGGwbAIAAADAYbBsAgAAAMBhsGwCAAAAwGGwbAIAAADAYbBsAgAAAMBhsGwCAAAAwGGwbAIAAADAQVwu/wMaqlQWDknLawAAAABJRU5ErkJggg==)

## Solution:

Let us first discuss the Naive algorithm for this problem and then the Backtracking algorithm.

**Naive Algorithm for Knight’s tour**   
The Naive Algorithm is to generate all tours one by one and check if the generated tour satisfies the constraints.

while there are untried tours

{

generate the next tour

if this tour covers all squares

{

print this path;

}

}

**Backtracking**works in an incremental way to attack problems. Typically, we start from an empty solution vector and one by one add items (Meaning of item varies from problem to problem. In the context of Knight’s tour problem, an item is a Knight’s move). When we add an item, we check if adding the current item violates the problem constraint, if it does then we remove the item and try other alternatives. If none of the alternatives works out then we go to the previous stage and remove the item added in the previous stage. If we reach the initial stage back then we say that no solution exists. If adding an item doesn’t violate constraints then we recursively add items one by one. If the solution vector becomes complete then we print the solution.

**Backtracking Algorithm for Knight’s tour**

Following is the Backtracking algorithm for Knight’s tour problem.

If all squares are visited

print the solution

Else

a) Add one of the next moves to solution vector and recursively

check if this move leads to a solution. (A Knight can make maximum

eight moves. We choose one of the 8 moves in this step).

b) If the move chosen in the above step doesn't lead to a solution

then remove this move from the solution vector and try other

alternative moves.

c) If none of the alternatives work then return false (Returning false

will remove the previously added item in recursion and if false is

returned by the initial call of recursion then "no solution exists" )

Following are implementations for Knight’s tour problem. It prints one of the possible solutions in 2D matrix form. Basically, the output is a 2D 8\*8 matrix with numbers from 0 to 63 and these numbers show steps made by Knight.

// C++ program for Knight Tour problem

#include <bits/stdc++.h>

using namespace std;

#define N 8

int solveKTUtil(int x, int y, int movei, int sol[N][N],

int xMove[], int yMove[]);

/\* A utility function to check if i,j are

valid indexes for N\*N chessboard \*/

int isSafe(int x, int y, int sol[N][N])

{

return (x >= 0 && x < N && y >= 0 && y < N

&& sol[x][y] == -1);

}

/\* A utility function to print

solution matrix sol[N][N] \*/

void printSolution(int sol[N][N])

{

for (int x = 0; x < N; x++) {

for (int y = 0; y < N; y++)

cout << " " << setw(2) << sol[x][y] << " ";

cout << endl;

}

}

/\* This function solves the Knight Tour problem using

Backtracking. This function mainly uses solveKTUtil()

to solve the problem. It returns false if no complete

tour is possible, otherwise return true and prints the

tour.

Please note that there may be more than one solutions,

this function prints one of the feasible solutions. \*/

int solveKT()

{

int sol[N][N];

/\* Initialization of solution matrix \*/

for (int x = 0; x < N; x++)

for (int y = 0; y < N; y++)

sol[x][y] = -1;

/\* xMove[] and yMove[] define next move of Knight.

xMove[] is for next value of x coordinate

yMove[] is for next value of y coordinate \*/

int xMove[8] = { 2, 1, -1, -2, -2, -1, 1, 2 };

int yMove[8] = { 1, 2, 2, 1, -1, -2, -2, -1 };

// Since the Knight is initially at the first block

sol[0][0] = 0;

/\* Start from 0,0 and explore all tours using

solveKTUtil() \*/

if (solveKTUtil(0, 0, 1, sol, xMove, yMove) == 0) {

cout << "Solution does not exist";

return 0;

}

else

printSolution(sol);

return 1;

}

/\* A recursive utility function to solve Knight Tour

problem \*/

int solveKTUtil(int x, int y, int movei, int sol[N][N],

int xMove[8], int yMove[8])

{

int k, next\_x, next\_y;

if (movei == N \* N)

return 1;

/\* Try all next moves from

the current coordinate x, y \*/

for (k = 0; k < 8; k++) {

next\_x = x + xMove[k];

next\_y = y + yMove[k];

if (isSafe(next\_x, next\_y, sol)) {

sol[next\_x][next\_y] = movei;

if (solveKTUtil(next\_x, next\_y, movei + 1, sol,

xMove, yMove)

== 1)

return 1;

else

// backtracking

sol[next\_x][next\_y] = -1;

}

}

return 0;

}

// Driver Code

int main()

{

// Function Call

solveKT();

return 0;

}

**Output**

0 59 38 33 30 17 8 63

37 34 31 60 9 62 29 16

58 1 36 39 32 27 18 7

35 48 41 26 61 10 15 28

42 57 2 49 40 23 6 19

47 50 45 54 25 20 11 14

56 43 52 3 22 13 24 5

51 46 55 44 53 4 21 12

**Time Complexity :**  
There are N2 Cells and for each, we have a maximum of 8 possible moves to choose from, so the worst running time is O(8N^2).

**Auxiliary Space:**O(N2)

**Important Note:**  
No order of the xMove, yMove is wrong, but they will affect the running time of the algorithm drastically. For example, think of the case where the 8th choice of the move is the correct one, and before that our code ran 7 different wrong paths. It’s always a good idea a have a heuristic than to try backtracking randomly. Like, in this case, we know the next step would probably be in the south or east direction, then checking the paths which lead their first is a better strategy.

Note that Backtracking is not the best solution for the Knight’s tour problem.

# 263. Tug of War

Given a set of n integers, divide the set in two subsets of n/2 sizes each such that the difference of the sum of two subsets is as minimum as possible. If n is even, then sizes of two subsets must be strictly n/2 and if n is odd, then size of one subset must be (n-1)/2 and size of other subset must be (n+1)/2.  
For example, let given set be {3, 4, 5, -3, 100, 1, 89, 54, 23, 20}, the size of set is 10. Output for this set should be {4, 100, 1, 23, 20} and {3, 5, -3, 89, 54}. Both output subsets are of size 5 and sum of elements in both subsets is same (148 and 148).   
Let us consider another example where n is odd. Let given set be {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4}. The output subsets should be {45, -34, 12, 98, -1} and {23, 0, -99, 4, 189, 4}. The sums of elements in two subsets are 120 and 121 respectively.  
The following solution tries every possible subset of half size. If one subset of half size is formed, the remaining elements form the other subset. We initialize current set as empty and one by one build it. There are two possibilities for every element, either it is part of current set, or it is part of the remaining elements (other subset). We consider both possibilities for every element. When the size of current set becomes n/2, we check whether this solutions is better than the best solution available so far. If it is, then we update the best solution.

## Solution:

Following is the implementation for Tug of War problem. It prints the required arrays.   
 #include <bits/stdc++.h>

using namespace std;

// function that tries every possible solution by calling itself recursively

void TOWUtil(int\* arr, int n, bool\* curr\_elements, int no\_of\_selected\_elements,

bool\* soln, int\* min\_diff, int sum, int curr\_sum, int curr\_position)

{

// checks whether the it is going out of bound

if (curr\_position == n)

return;

// checks that the numbers of elements left are not less than the

// number of elements required to form the solution

if ((n/2 - no\_of\_selected\_elements) > (n - curr\_position))

return;

// consider the cases when current element is not included in the solution

TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements,

soln, min\_diff, sum, curr\_sum, curr\_position+1);

// add the current element to the solution

no\_of\_selected\_elements++;

curr\_sum = curr\_sum + arr[curr\_position];

curr\_elements[curr\_position] = true;

// checks if a solution is formed

if (no\_of\_selected\_elements == n/2)

{

// checks if the solution formed is better than the best solution so far

if (abs(sum/2 - curr\_sum) < \*min\_diff)

{

\*min\_diff = abs(sum/2 - curr\_sum);

for (int i = 0; i<n; i++)

soln[i] = curr\_elements[i];

}

}

else

{

// consider the cases where current element is included in the solution

TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements, soln,

min\_diff, sum, curr\_sum, curr\_position+1);

}

// removes current element before returning to the caller of this function

curr\_elements[curr\_position] = false;

}

// main function that generate an arr

void tugOfWar(int \*arr, int n)

{

// the boolean array that contains the inclusion and exclusion of an element

// in current set. The number excluded automatically form the other set

bool\* curr\_elements = new bool[n];

// The inclusion/exclusion array for final solution

bool\* soln = new bool[n];

int min\_diff = INT\_MAX;

int sum = 0;

for (int i=0; i<n; i++)

{

sum += arr[i];

curr\_elements[i] = soln[i] = false;

}

// Find the solution using recursive function TOWUtil()

TOWUtil(arr, n, curr\_elements, 0, soln, &min\_diff, sum, 0, 0);

// Print the solution

cout << "The first subset is: ";

for (int i=0; i<n; i++)

{

if (soln[i] == true)

cout << arr[i] << " ";

}

cout << "\nThe second subset is: ";

for (int i=0; i<n; i++)

{

if (soln[i] == false)

cout << arr[i] << " ";

}

}

// Driver program to test above functions

int main()

{

int arr[] = {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4};

int n = sizeof(arr)/sizeof(arr[0]);

tugOfWar(arr, n);

return 0;

}

**Output:**

The first subset is: 45 -34 12 98 -1

The second subset is: 23 0 -99 4 189 4

**Time Complexity:** O(2^n)

# 264. Find shortest safe route in a path with landmines

Given a path in the form of a rectangular matrix having few landmines arbitrarily placed (marked as 0), calculate length of the shortest safe route possible from any cell in the first column to any cell in the last column of the matrix. We have to avoid landmines and their four adjacent cells (left, right, above and below) as they are also unsafe. We are allowed to move to only adjacent cells which are not landmines. i.e. the route cannot contains any diagonal moves.

Examples:

**Input:**

A 12 x 10 matrix with landmines marked as 0

[ 1 1 1 1 1 1 1 1 1 1 ]

[ 1 0 1 1 1 1 1 1 1 1 ]

[ 1 1 1 0 1 1 1 1 1 1 ]

[ 1 1 1 1 0 1 1 1 1 1 ]

[ **1 1 1 1** 1 1 1 1 1 1 ]

[ 1 1 1 **1** 1 0 1 1 1 1 ]

[ 1 0 1 **1** 1 1 1 1 0 1 ]

[ 1 1 1 **1 1 1 1 1** 1 1 ]

[ 1 1 1 1 1 1 1 **1 1 1** ]

[ 0 1 1 1 1 0 1 1 1 1 ]

[ 1 1 1 1 1 1 1 1 1 1 ]

[ 1 1 1 0 1 1 1 1 1 1 ]

**Output:**

Length of shortest safe route is 13 (Highlighted in **Bold**)

## Solution:

The idea is to use Backtracking. We first mark all adjacent cells of the landmines as unsafe. Then for each safe cell of first column of the matrix, we move forward in all allowed directions and recursively checks if they leads to the destination or not. If destination is found, we update the value of shortest path else if none of the above solutions work we return false from our function.

Below is the implementation of above idea –

// C++ program to find shortest safe Route in

// the matrix with landmines

#include <bits/stdc++.h>

using namespace std;

#define R 12

#define C 10

// These arrays are used to get row and column

// numbers of 4 neighbours of a given cell

int rowNum[] = { -1, 0, 0, 1 };

int colNum[] = { 0, -1, 1, 0 };

// A function to check if a given cell (x, y)

// can be visited or not

bool isSafe(int mat[R][C], int visited[R][C],

int x, int y)

{

if (mat[x][y] == 0 || visited[x][y])

return false;

return true;

}

// A function to check if a given cell (x, y) is

// a valid cell or not

bool isValid(int x, int y)

{

if (x < R && y < C && x >= 0 && y >= 0)

return true;

return false;

}

// A function to mark all adjacent cells of

// landmines as unsafe. Landmines are shown with

// number 0

void markUnsafeCells(int mat[R][C])

{

for (int i = 0; i < R; i++)

{

for (int j = 0; j < C; j++)

{

// if a landmines is found

if (mat[i][j] == 0)

{

// mark all adjacent cells

for (int k = 0; k < 4; k++)

if (isValid(i + rowNum[k], j + colNum[k]))

mat[i + rowNum[k]][j + colNum[k]] = -1;

}

}

}

// mark all found adjacent cells as unsafe

for (int i = 0; i < R; i++)

{

for (int j = 0; j < C; j++)

{

if (mat[i][j] == -1)

mat[i][j] = 0;

}

}

// Uncomment below lines to print the path

/\*for (int i = 0; i < R; i++)

{

for (int j = 0; j < C; j++)

{

cout << std::setw(3) << mat[i][j];

}

cout << endl;

}\*/

}

// Function to find shortest safe Route in the

// matrix with landmines

// mat[][] - binary input matrix with safe cells marked as 1

// visited[][] - store info about cells already visited in

// current route

// (i, j) are coordinates of the current cell

// min\_dist --> stores minimum cost of shortest path so far

// dist --> stores current path cost

void findShortestPathUtil(int mat[R][C], int visited[R][C],

int i, int j, int &min\_dist, int dist)

{

// if destination is reached

if (j == C-1)

{

// update shortest path found so far

min\_dist = min(dist, min\_dist);

return;

}

// if current path cost exceeds minimum so far

if (dist > min\_dist)

return;

// include (i, j) in current path

visited[i][j] = 1;

// Recurse for all safe adjacent neighbours

for (int k = 0; k < 4; k++)

{

if (isValid(i + rowNum[k], j + colNum[k]) &&

isSafe(mat, visited, i + rowNum[k], j + colNum[k]))

{

findShortestPathUtil(mat, visited, i + rowNum[k],

j + colNum[k], min\_dist, dist + 1);

}

}

// Backtrack

visited[i][j] = 0;

}

// A wrapper function over findshortestPathUtil()

void findShortestPath(int mat[R][C])

{

// stores minimum cost of shortest path so far

int min\_dist = INT\_MAX;

// create a boolean matrix to store info about

// cells already visited in current route

int visited[R][C];

// mark adjacent cells of landmines as unsafe

markUnsafeCells(mat);

// start from first column and take minimum

for (int i = 0; i < R; i++)

{

// if path is safe from current cell

if (mat[i][0] == 1)

{

// initialize visited to false

memset(visited, 0, sizeof visited);

// find shortest route from (i, 0) to any

// cell of last column (x, C - 1) where

// 0 <= x < R

findShortestPathUtil(mat, visited, i, 0,

min\_dist, 0);

// if min distance is already found

if(min\_dist == C - 1)

break;

}

}

// if destination can be reached

if (min\_dist != INT\_MAX)

cout << "Length of shortest safe route is "

<< min\_dist;

else // if the destination is not reachable

cout << "Destination not reachable from "

<< "given source";

}

// Driver code

int main()

{

// input matrix with landmines shown with number 0

int mat[R][C] =

{

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 0, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 0, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 0, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 0, 1, 1, 1, 1 },

{ 1, 0, 1, 1, 1, 1, 1, 1, 0, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 0, 1, 1, 1, 1, 0, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 0, 1, 1, 1, 1, 1, 1 }

};

// find shortest path

findShortestPath(mat);

return 0;

}

**Output:**

Length of shortest safe route is 13

**Another method:** It can be solved in polynomial time with the help of Breadth First Search. Enqueue the cells with 1 value in the queue with the distance as 0. As the BFS proceeds, shortest path to each cell from the first column is computed. Finally for the reachable cells in the last column, output the minimum distance.

The implementation in C++ is as follows:

// C++ program to find shortest safe Route in

// the matrix with landmines

#include <bits/stdc++.h>

using namespace std;

#define R 12

#define C 10

struct Key{

int x,y;

Key(int i,int j){ x=i;y=j;};

};

// These arrays are used to get row and column

// numbers of 4 neighbours of a given cell

int rowNum[] = { -1, 0, 0, 1 };

int colNum[] = { 0, -1, 1, 0 };

// A function to check if a given cell (x, y) is

// a valid cell or not

bool isValid(int x, int y)

{

if (x < R && y < C && x >= 0 && y >= 0)

return true;

return false;

}

// A function to mark all adjacent cells of

// landmines as unsafe. Landmines are shown with

// number 0

void findShortestPath(int mat[R][C]){

int i,j;

for (i = 0; i < R; i++)

{

for (j = 0; j < C; j++)

{

// if a landmines is found

if (mat[i][j] == 0)

{

// mark all adjacent cells

for (int k = 0; k < 4; k++)

if (isValid(i + rowNum[k], j + colNum[k]))

mat[i + rowNum[k]][j + colNum[k]] = -1;

}

}

}

// mark all found adjacent cells as unsafe

for (i = 0; i < R; i++)

{

for (j = 0; j < C; j++)

{

if (mat[i][j] == -1)

mat[i][j] = 0;

}

}

int dist[R][C];

for(i=0;i<R;i++){

for(j=0;j<C;j++)

dist[i][j] = -1;

}

queue<Key> q;

for(i=0;i<R;i++){

if(mat[i][0] == 1){

q.push(Key(i,0));

dist[i][0] = 0;

}

}

while(!q.empty()){

Key k = q.front();

q.pop();

int d = dist[k.x][k.y];

int x = k.x;

int y = k.y;

for (int k = 0; k < 4; k++) {

int xp = x + rowNum[k];

int yp = y + colNum[k];

if(isValid(xp,yp) && dist[xp][yp] == -1 && mat[xp][yp] == 1){

dist[xp][yp] = d+1;

q.push(Key(xp,yp));

}

}

}

// stores minimum cost of shortest path so far

int ans = INT\_MAX;

// start from first column and take minimum

for(i=0;i<R;i++){

if(mat[i][C-1] == 1 && dist[i][C-1] != -1){

ans = min(ans,dist[i][C-1]);

}

}

// if destination can be reached

if(ans == INT\_MAX)

cout << "NOT POSSIBLE\n";

else// if the destination is not reachable

cout << "Length of shortest safe route is " << ans << endl;

}

// Driver code

int main(){

// input matrix with landmines shown with number 0

int mat[R][C] =

{

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 0, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 0, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 0, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 0, 1, 1, 1, 1 },

{ 1, 0, 1, 1, 1, 1, 1, 1, 0, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 0, 1, 1, 1, 1, 0, 1, 1, 1, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 1, 0, 1, 1, 1, 1, 1, 1 }

};

// find shortest path

findShortestPath(mat);

}

**Output:**

Length of shortest safe route is 13

# 265. Combinational Sum

Given an array of integers and a sum B, find all unique combinations in the array where the sum is equal to B. The same number may be chosen from the array any number of times to make B.

**Note:**  
        **1.** All numbers will be positive integers.  
       **2.** Elements in a combination (a1, a2, …, ak) must be in non-descending order. (ie, a1 ≤ a2 ≤ … ≤ ak).  
        **3.** The combinations themselves must be sorted in ascending order.

**Example 1:**

**Input:**

N = 4

arr[] = {7,2,6,5}

B = 16

**Output:**

(2 2 2 2 2 2 2 2)

(2 2 2 2 2 6)

(2 2 2 5 5)

(2 2 5 7)

(2 2 6 6)

(2 7 7)

(5 5 6)

**Example 2:**

**Input:**

N = 11

arr[] = {6,5,7,1,8,2,9,9,7,7,9}

B = 6

**Output:**

(1 1 1 1 1 1)

(1 1 1 1 2)

(1 1 2 2)

(1 5)

(2 2 2)

(6)

**Your Task:**  
Your task is to complete the function **combinationSum()**which takes the array A and a sum B as inputs and returns a list of list denoting the required combinations in the order specified in the problem description. The printing is done by the driver's code. If no set can be formed with the given set, then  "Empty" (without quotes) is printed.

**Expected Time Complexity:** O(X2 \* 2N), where X is average of summation B/arrifor every number in the array.  
**Expected Auxiliary Space:** O(X \* 2N)

**Constraints:**  
1 <= N <= 30  
1 <= A[i] <= 20  
1 <= B <= 100

## Solution:

Since the problem is to get all the possible results, not the best or the number of result, thus we don't need to consider DP(dynamic programming), recursion is needed to handle it.

We should use the following algorithm.

1. Sort the array(non-decreasing).

2. First remove all the duplicates from array.

3. Then use recursion and backtracking to solve

the problem.

(A) If at any time sub-problem sum == 0 then

add that array to the result (vector of

vectors).

(B) Else if sum is negative then ignore that

sub-problem.

(C) Else insert the present index in that

array to the current vector and call

the function with sum = sum-ar[index] and

index = index, then pop that element from

current index (backtrack) and call the

function with sum = sum and index = index+1

Below is the C++ implementation of the above steps.

// C++ program to find all combinations that

// sum to a given value

#include <bits/stdc++.h>

using namespace std;

// Print all members of ar[] that have given

void findNumbers(vector<int>& ar, int sum,

vector<vector<int> >& res, vector<int>& r,

int i)

{

// if we get exact answer

if (sum == 0) {

res.push\_back(r);

return;

}

// Recur for all remaining elements that

// have value smaller than sum.

while (i < ar.size() && sum - ar[i] >= 0) {

// Till every element in the array starting

// from i which can contribute to the sum

r.push\_back(ar[i]); // add them to list

// recur for next numbers

findNumbers(ar, sum - ar[i], res, r, i);

i++;

// Remove number from list (backtracking)

r.pop\_back();

}

}

// Returns all combinations

// of ar[] that have given

// sum.

vector<vector<int> > combinationSum(vector<int>& ar,

int sum)

{

// sort input array

sort(ar.begin(), ar.end());

// remove duplicates

ar.erase(unique(ar.begin(), ar.end()), ar.end());

vector<int> r;

vector<vector<int> > res;

findNumbers(ar, sum, res, r, 0);

return res;

}

// Driver code

int main()

{

vector<int> ar;

ar.push\_back(2);

ar.push\_back(4);

ar.push\_back(6);

ar.push\_back(8);

int n = ar.size();

int sum = 8; // set value of sum

vector<vector<int> > res = combinationSum(ar, sum);

// If result is empty, then

if (res.size() == 0) {

cout << "Emptyn";

return 0;

}

// Print all combinations stored in res.

for (int i = 0; i < res.size(); i++) {

if (res[i].size() > 0) {

cout << " ( ";

for (int j = 0; j < res[i].size(); j++)

cout << res[i][j] << " ";

cout << ")";

}

}

}

**Output**

( 2 2 2 2 ) ( 2 2 4 ) ( 2 6 ) ( 4 4 ) ( 8 )

**My Implementation:**

class Solution {

public:

void fun(vector<int> &A, int B, vector<int> &temp, vector<vector<int>> &res, int sum, int ind, int n, set<vector<int>> &mp){

if(sum==B){

if(mp.find(temp)==mp.end()){

res.push\_back(temp);

mp.insert(temp);

}

return;

}

else if(sum>B||ind>=n)

return;

else{

temp.push\_back(A[ind]);

fun(A, B, temp, res, sum+A[ind], ind, n, mp);

temp.pop\_back();

fun(A, B, temp, res, sum, ind+1, n, mp);

}

}

//Function to return a list of indexes denoting the required

//combinations whose sum is equal to given number.

vector<vector<int> > combinationSum(vector<int> &A, int B) {

set<vector<int>> mp;

vector<vector<int>> res;

sort(A.begin(), A.end());

auto e = unique(A.begin(), A.end());

A.resize((e-A.begin()));

vector<int> temp;

fun(A, B, temp, res, 0, 0, A.size(), mp);

return res;

}

};

# 266. Find Maximum number possible by doing at-most K swaps

Given a number **K**and string **str**of digits denoting a positive integer, build the largest number possible by performing swap operations on the digits of **str**at most **K**times.

**Example 1:**

**Input:**

K = 4

str = "1234567"

**Output:**

7654321

**Explanation:**

Three swaps can make the

input 1234567 to 7654321, swapping 1

with 7, 2 with 6 and finally 3 with 5

**Example 2:**

**Input:**

K = 3

str = "3435335"

**Output:**

5543333

**Explanation:**

Three swaps can make the input

3435335 to 5543333, swapping 3

with 5, 4 with 5 and finally 3 with 4

**Your task:**  
You don't have to read input or print anything. Your task is to complete the function **findMaximumNum()**which takes the string and an integer as input and returns a string containing the largest number formed by perfoming the swap operation at most k times.

**Expected Time Complexity:** O(n!/(n-k)!) , where n = length of input string  
**Expected Auxiliary Space:** O(n)

**Constraints**:  
1 ≤ |str|≤ 30  
1 ≤ K≤ 10

## Solution:

**Naive Solution:**  
**Approach:** The idea is to consider every digit and swap it with digits following it one at a time and see if it leads to the maximum number. The process is repeated K times. The code can be further optimized, if the current digit is swapped with a digit less than the following digit.  
**Algorithm:**

1. Create a global variable which will store the maximum string or number.
2. Define a recursive function that takes the string as number and value of k
3. Run a nested loop, the outer loop from 0 to length of string -1 and inner loop from i+1 to end of the string.
4. Swap the ith and jth character and check if the string is now maximum and update the maximum string.
5. Call the function recursively with parameters: string and k-1.
6. Now again swap back the ith and jth character.

// C++ program to find maximum

// integer possible by doing

// at-most K swap operations

// on its digits.

#include <bits/stdc++.h>

using namespace std;

// Function to find maximum

// integer possible by

// doing at-most K swap

// operations on its digits

void findMaximumNum(

string str, int k, string& max)

{

// Return if no swaps left

if (k == 0)

return;

int n = str.length();

// Consider every digit

for (int i = 0; i < n - 1; i++) {

// Compare it with all digits after it

for (int j = i + 1; j < n; j++) {

// if digit at position i

// is less than digit

// at position j, swap it

// and check for maximum

// number so far and recurse

// for remaining swaps

if (str[i] < str[j]) {

// swap str[i] with str[j]

swap(str[i], str[j]);

// If current num is more

// than maximum so far

if (str.compare(max) > 0)

max = str;

// recurse of the other k - 1 swaps

findMaximumNum(str, k - 1, max);

// Backtrack

swap(str[i], str[j]);

}

}

}

}

// Driver code

int main()

{

string str = "129814999";

int k = 4;

string max = str;

findMaximumNum(str, k, max);

cout << max << endl;

return 0;

}

**Output:**

999984211

**Complexity Analysis:**

* **Time Complexity:** O((n^2)^k).   
  For every recursive call n^2 recursive calls is generated until the value of k is 0. So total recursive calls are O((n^2)^k).
* **Space Complexity:**O(n).   
  This is the space required to store the output string.

**Efficient Solution:**  
**Approach:** The above approach traverses the whole string at each recursive call which is highly inefficient and unnecessary. Also, pre-computing the maximum digit after the current at a recursive call avoids unnecessary exchanges with each digit. It can be observed that to make the maximum string, the maximum digit is shifted to the front. So, instead of trying all pairs, try only those pairs where one of the elements is the maximum digit which is not yet swapped to the front.   
*There is an improvement by 27580 microseconds for each test case*.  
**Algorithm:**

1. Create a global variable which will store the maximum string or number.
2. Define a recursive function that takes the string as a number, the value of k, and the current index.
3. Find the index of the maximum element in the range current index to end.
4. if the index of the maximum element is not equal to the current index then decrement the value of k.
5. Run a loop from the current index to the end of the array
6. If the ith digit is equal to the maximum element
7. Swap the ith and element at the current index and check if the string is now maximum and update the maximum string.
8. Call the function recursively with parameters: string and k.
9. Now again swap back the ith and element at the current index.

// C++ program to find maximum

// integer possible by doing

// at-most K swap operations on

// its digits.

#include <bits/stdc++.h>

using namespace std;

// Function to find maximum

// integer possible by

// doing at-most K swap operations

// on its digits

void findMaximumNum(

string str, int k,

string& max, int ctr)

{

// return if no swaps left

if (k == 0)

return;

int n = str.length();

// Consider every digit after

// the cur position

char maxm = str[ctr];

for (int j = ctr + 1; j < n; j++) {

// Find maximum digit greater

// than at ctr among rest

if (maxm < str[j])

maxm = str[j];

}

// If maxm is not equal to str[ctr],

// decrement k

if (maxm != str[ctr])

--k;

// search this maximum among the rest from behind

//first swap the last maximum digit if it occurs more then 1 time

//example str= 1293498 and k=1 then max string is 9293418 instead of 9213498

for (int j = n-1; j >=ctr; j--) {

// If digit equals maxm swap

// the digit with current

// digit and recurse for the rest

if (str[j] == maxm) {

// swap str[ctr] with str[j]

swap(str[ctr], str[j]);

// If current num is more than

// maximum so far

if (str.compare(max) > 0)

max = str;

// recurse other swaps after cur

findMaximumNum(str, k, max, ctr + 1);

// Backtrack

swap(str[ctr], str[j]);

}

}

}

// Driver code

int main()

{

string str = "129814999";

int k = 4;

string max = str;

findMaximumNum(str, k, max, 0);

cout << max << endl;

return 0;

}

**Output:**

999984211

**Complexity Analysis:**

* **Time Complexity:** O(n^k).   
  For every recursive call n recursive calls is generated until the value of k is 0. So total recursive calls are O((n)^k).
* **Space Complexity:** O(n).   
  The space required to store the output string.

**My Implementation:**

class Solution

{

public:

string mx;

void fun(string str, int k, int ind, int n){

if(k<=0 || ind==n){

if(str.compare(mx)>0){

for(int i=0;i<n;i++)

mx[i] = str[i];

}

return;

}

fun(str, k, ind+1, n);

for(int j=ind+1; j<n; j++){

if(str[ind]<str[j]){

swap(str[ind], str[j]);

fun(str, k-1, ind+1, n);

swap(str[ind], str[j]);

}

}

}

//Function to find the largest number after k swaps.

string findMaximumNum(string str, int k)

{

for(int i=0;i<str.size();i++)

mx += str[i];

fun(str, k, 0, str.size());

//cout<<mx;

return mx;

}

};

# 267. Print all permutations of a string

## Same as ques 57 of string

# 268. Find if there is a path of more than k length from a source

Given a graph, a source vertex in the graph and a number k, find if there is a simple path (without any cycle) starting from given source and ending at any other vertex such that the distance from source to that vertex is atleast ‘k’ length.

## Solution:

One important thing to note is, simply doing BFS or DFS and picking the longest edge at every step would not work. The reason is, a shorter edge can produce longer path due to higher weight edges connected through it.  
The idea is to use Backtracking. We start from given source, explore all paths from current vertex. We keep track of current distance from source. If distance becomes more than k, we return true. If a path doesn’t produces more than k distance, we backtrack.  
How do we make sure that the path is simple and we don’t loop in a cycle? The idea is to keep track of current path vertices in an array. Whenever we add a vertex to path, we check if it already exists or not in current path. If it exists, we ignore the edge.  
Below is implementation of above idea.

// Program to find if there is a simple path with

// weight more than k

#include<bits/stdc++.h>

using namespace std;

// iPair ==> Integer Pair

typedef pair<int, int> iPair;

// This class represents a dipathted graph using

// adjacency list representation

class Graph

{

int V; // No. of vertices

// In a weighted graph, we need to store vertex

// and weight pair for every edge

list< pair<int, int> > \*adj;

bool pathMoreThanKUtil(int src, int k, vector<bool> &path);

public:

Graph(int V); // Constructor

// function to add an edge to graph

void addEdge(int u, int v, int w);

bool pathMoreThanK(int src, int k);

};

// Returns true if graph has path more than k length

bool Graph::pathMoreThanK(int src, int k)

{

// Create a path array with nothing included

// in path

vector<bool> path(V, false);

// Add source vertex to path

path[src] = 1;

return pathMoreThanKUtil(src, k, path);

}

// Prints shortest paths from src to all other vertices

bool Graph::pathMoreThanKUtil(int src, int k, vector<bool> &path)

{

// If k is 0 or negative, return true;

if (k <= 0)

return true;

// Get all adjacent vertices of source vertex src and

// recursively explore all paths from src.

list<iPair>::iterator i;

for (i = adj[src].begin(); i != adj[src].end(); ++i)

{

// Get adjacent vertex and weight of edge

int v = (\*i).first;

int w = (\*i).second;

// If vertex v is already there in path, then

// there is a cycle (we ignore this edge)

if (path[v] == true)

continue;

// If weight of is more than k, return true

if (w >= k)

return true;

// Else add this vertex to path

path[v] = true;

// If this adjacent can provide a path longer

// than k, return true.

if (pathMoreThanKUtil(v, k-w, path))

return true;

// Backtrack

path[v] = false;

}

// If no adjacent could produce longer path, return

// false

return false;

}

// Allocates memory for adjacency list

Graph::Graph(int V)

{

this->V = V;

adj = new list<iPair> [V];

}

// Utility function to an edge (u, v) of weight w

void Graph::addEdge(int u, int v, int w)

{

adj[u].push\_back(make\_pair(v, w));

adj[v].push\_back(make\_pair(u, w));

}

// Driver program to test methods of graph class

int main()

{

// create the graph given in above fugure

int V = 9;

Graph g(V);

// making above shown graph

g.addEdge(0, 1, 4);

g.addEdge(0, 7, 8);

g.addEdge(1, 2, 8);

g.addEdge(1, 7, 11);

g.addEdge(2, 3, 7);

g.addEdge(2, 8, 2);

g.addEdge(2, 5, 4);

g.addEdge(3, 4, 9);

g.addEdge(3, 5, 14);

g.addEdge(4, 5, 10);

g.addEdge(5, 6, 2);

g.addEdge(6, 7, 1);

g.addEdge(6, 8, 6);

g.addEdge(7, 8, 7);

int src = 0;

int k = 62;

g.pathMoreThanK(src, k)? cout << "Yes\n" :

cout << "No\n";

k = 60;

g.pathMoreThanK(src, k)? cout << "Yes\n" :

cout << "No\n";

return 0;

}

**Output:** 

No

Yes

**Time Complexity:** O(n!)   
**Explanation:**   
From the source node, we one-by-one visit all the paths and check if the total weight is greater than k for each path. So, the worst case will be when the number of possible paths is maximum. This is the case when every node is connected to every other node.   
Beginning from the source node we have n-1 adjacent nodes. The time needed for a path to connect any two nodes is 2. One for joining the source and the next adjacent vertex. One for breaking the connection between the source and the old adjacent vertex.   
After selecting a node out of n-1 adjacent nodes, we are left with n-2 adjacent nodes (as the source node is already included in the path) and so on at every step of selecting a node our problem reduces by 1 node.  
We can write this in the form of a recurrence relation as: F(n) = n\*(2+F(n-1))   
This expands to: 2n + 2n\*(n-1) + 2n\*(n-1)\*(n-2) + ……. + 2n(n-1)(n-2)(n-3)…..1   
As n times 2n(n-1)(n-2)(n-3)….1 is greater than the given expression so we can safely say time complexity is: n\*2\*n!   
Here in the question the first node is defined so time complexity becomes   
F(n-1) = 2(n-1)\*(n-1)! = 2\*n\*(n-1)! – 2\*1\*(n-1)! = 2\*n!-2\*(n-1)! = O(n!)

# 269. Longest Possible Route in a Matrix with Hurdles

Given an M x N matrix, with a few hurdles arbitrarily placed, calculate the length of the longest possible route possible from source to a destination within the matrix. We are allowed to move to only adjacent cells which are not hurdles. The route cannot contain any diagonal moves and a location once visited in a particular path cannot be visited again.  
For example, the longest path with no hurdles from source to destination is highlighted below. The length of the path is 24.

![https://media.geeksforgeeks.org/wp-content/cdn-uploads/matrix_highlight.png](data:image/png;base64,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)

## Solution:

The idea is to use Backtracking. We start from the source cell of the matrix, move forward in all four allowed directions, and recursively checks if they lead to the solution or not. If the destination is found, we update the value of the longest path else if none of the above solutions work we return false from our function.  
Below is the C++ implementation of the above idea –

// C++ program to find Longest Possible Route in a

// matrix with hurdles

#include <bits/stdc++.h>

using namespace std;

#define R 3

#define C 10

// A Pair to store status of a cell. found is set to

// true of destination is reachable and value stores

// distance of longest path

struct Pair {

// true if destination is found

bool found;

// stores cost of longest path from current cell to

// destination cell

int value;

};

// Function to find Longest Possible Route in the

// matrix with hurdles. If the destination is not reachable

// the function returns false with cost INT\_MAX.

// (i, j) is source cell and (x, y) is destination cell.

Pair findLongestPathUtil(int mat[R][C], int i, int j, int x,

int y, bool visited[R][C])

{

// if (i, j) itself is destination, return true

if (i == x && j == y) {

Pair p = { true, 0 };

return p;

}

// if not a valid cell, return false

if (i < 0 || i >= R || j < 0 || j >= C || mat[i][j] == 0

|| visited[i][j]) {

Pair p = { false, INT\_MAX };

return p;

}

// include (i, j) in current path i.e.

// set visited(i, j) to true

visited[i][j] = true;

// res stores longest path from current cell (i, j) to

// destination cell (x, y)

int res = INT\_MIN;

// go left from current cell

Pair sol

= findLongestPathUtil(mat, i, j - 1, x, y, visited);

// if destination can be reached on going left from

// current cell, update res

if (sol.found)

res = max(res, sol.value);

// go right from current cell

sol = findLongestPathUtil(mat, i, j + 1, x, y, visited);

// if destination can be reached on going right from

// current cell, update res

if (sol.found)

res = max(res, sol.value);

// go up from current cell

sol = findLongestPathUtil(mat, i - 1, j, x, y, visited);

// if destination can be reached on going up from

// current cell, update res

if (sol.found)

res = max(res, sol.value);

// go down from current cell

sol = findLongestPathUtil(mat, i + 1, j, x, y, visited);

// if destination can be reached on going down from

// current cell, update res

if (sol.found)

res = max(res, sol.value);

// Backtrack

visited[i][j] = false;

// if destination can be reached from current cell,

// return true

if (res != INT\_MIN) {

Pair p = { true, 1 + res };

return p;

}

// if destination can't be reached from current cell,

// return false

else {

Pair p = { false, INT\_MAX };

return p;

}

}

// A wrapper function over findLongestPathUtil()

void findLongestPath(int mat[R][C], int i, int j, int x,

int y)

{

// create a boolean matrix to store info about

// cells already visited in current route

bool visited[R][C];

// initialize visited to false

memset(visited, false, sizeof visited);

// find longest route from (i, j) to (x, y) and

// print its maximum cost

Pair p = findLongestPathUtil(mat, i, j, x, y, visited);

if (p.found)

cout << "Length of longest possible route is "

<< p.value;

// If the destination is not reachable

else

cout << "Destination not reachable from given "

"source";

}

// Driver code

int main()

{

// input matrix with hurdles shown with number 0

int mat[R][C] = { { 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 },

{ 1, 1, 0, 1, 1, 0, 1, 1, 0, 1 },

{ 1, 1, 1, 1, 1, 1, 1, 1, 1, 1 } };

// find longest path with source (0, 0) and

// destination (1, 7)

findLongestPath(mat, 0, 0, 1, 7);

return 0;

}

Output: 

Length of longest possible route is 24

# 270. Print all possible paths from top left to bottom right of a mXn matrix

The problem is to print all the possible paths from top left to bottom right of a mXn matrix with the constraints that ***from each cell you can either move only to right or down***.

**Examples :**

Input : 1 2 3

4 5 6

Output : 1 4 5 6

1 2 5 6

1 2 3 6

Input : 1 2

3 4

Output : 1 2 4

1 3 4

## Solution:

The algorithm is a simple recursive algorithm, from each cell first print all paths by going down and then print all paths by going right. Do this recursively for each cell encountered.

Following are implementation of the above algorithm.

// C++ program to Print all possible paths from

// top left to bottom right of a mXn matrix

#include<iostream>

using namespace std;

/\* mat: Pointer to the starting of mXn matrix

i, j: Current position of the robot (For the first call use 0,0)

m, n: Dimensions of given the matrix

pi: Next index to be filed in path array

\*path[0..pi-1]: The path traversed by robot till now (Array to hold the

path need to have space for at least m+n elements) \*/

void printAllPathsUtil(int \*mat, int i, int j, int m, int n, int \*path, int pi)

{

// Reached the bottom of the matrix so we are left with

// only option to move right

if (i == m - 1)

{

for (int k = j; k < n; k++)

path[pi + k - j] = \*((mat + i\*n) + k);

for (int l = 0; l < pi + n - j; l++)

cout << path[l] << " ";

cout << endl;

return;

}

// Reached the right corner of the matrix we are left with

// only the downward movement.

if (j == n - 1)

{

for (int k = i; k < m; k++)

path[pi + k - i] = \*((mat + k\*n) + j);

for (int l = 0; l < pi + m - i; l++)

cout << path[l] << " ";

cout << endl;

return;

}

// Add the current cell to the path being generated

path[pi] = \*((mat + i\*n) + j);

// Print all the paths that are possible after moving down

printAllPathsUtil(mat, i+1, j, m, n, path, pi + 1);

// Print all the paths that are possible after moving right

printAllPathsUtil(mat, i, j+1, m, n, path, pi + 1);

// Print all the paths that are possible after moving diagonal

// printAllPathsUtil(mat, i+1, j+1, m, n, path, pi + 1);

}

// The main function that prints all paths from top left to bottom right

// in a matrix 'mat' of size mXn

void printAllPaths(int \*mat, int m, int n)

{

int \*path = new int[m+n];

printAllPathsUtil(mat, 0, 0, m, n, path, 0);

}

// Driver program to test above functions

int main()

{

int mat[2][3] = { {1, 2, 3}, {4, 5, 6} };

printAllPaths(\*mat, 2, 3);

return 0;

}

**Output**

1 4 5 6

1 2 5 6

1 2 3 6

Note that in the above code, the last line of printAllPathsUtil() is commented, If we uncomment this line, we get all the paths from the top left to bottom right of a nXm matrix if the diagonal movements are also allowed. And also if moving to some of the cells are not permitted then the same code can be improved by passing the restriction array to the above function.

Note all the above approach take some extra time and space for solving the problem ,we can simply use backtracking algorithm to solve problem in optimized manner

#include<bits/stdc++.h>

using namespace std;

// function to display the path

void display(vector<int> &ans) {

for(auto i :ans ) {

cout<<i <<" ";

}

cout<<endl;

}

// a function which check whether our step is safe or not

bool issafe(int r,int c,vector<vector<int>>& visited,int n,int m) {

return (r < n and c <m and visited[r] !=-1 ); // return true if all values satisfied else false

}

void FindPaths(vector<vector<int>> &grid,int r,int c, int n,int m,vector<int> &ans) {

// when we hit the last cell we reach to destination then directly push the path

if(r == n-1 and c == m-1) {

ans.push\_back(grid[r]);

display(ans); // function to display the path stored in ans vector

ans.pop\_back(); // pop back because we need to backtrack to explore more path

return ;

}

// we will store the current value in ch and mark the visited place as -1

int ch = grid[r];

ans.push\_back(ch); // push the path in ans array

grid[r] = -1; // mark the visited place with -1

// if is it safe to take next downward step then take it

if(issafe(r+1,c,grid,n,m)) {

FindPaths(grid,r+1,c,n,m,ans);

}

// if is it safe to take next rightward step then take it

if(issafe(r,c+1,grid,n,m)) {

FindPaths(grid,r,c+1,n,m,ans);

}

// backtracking step we need to make values original so to we can visit it by some another path

grid[r] = ch;

// remove the current path element we explore

ans.pop\_back();

return ;

}

int main() {

int n = 3 ,m =3;

vector<vector<int> >grid{ {1,2,3},{4,5,6},{7,8,9}};

vector<int>ans ; // it will store the path which we have covered

FindPaths(grid,0,0,n,m,ans); // here 0,0 are initial position to start with

return 0;

}

**Output**

1 4 7 8 9

1 4 5 8 9

1 4 5 6 9

1 2 5 8 9

1 2 5 6 9

1 2 3 6 9

So by these method you can optimized your code.

**TC-**O(2^n\*m)   **, SC –**O(n)

**Another Approach (Iterative) :**

1. In this approach we will use **BFS (breadth first search)** to find all possible paths.

2. We will make a queue which contains the following information :

    a)  Vector that stores the path up to a certain cell.

    b)  coordinates of the cell.

3. We will start from the top-left cell and push cell value and coordinates in the queue.

4. We will keep on exploring right and down cell (if possible) until queue is not empty

   and push them in the queue by updating the current cell vector.

5. If we reach the last cell then we have got one answer and we will print the answer vector.

// c++ implementation for the above approach

#include <bits/stdc++.h>

using namespace std;

// this structure stores information

// about a particular cell i.e

// path upto that cell and cell's

// coordinates

struct info {

vector<int> path;

int i;

int j;

};

void printAllPaths(vector<vector<int> >& maze)

{

int n = maze.size();

int m = maze[0].size();

queue<info> q;

// pushing top-left cell into the queue

q.push({ { maze[0][0] }, 0, 0 });

while (!q.empty()) {

info p = q.front();

q.pop();

// if we reached the bottom-right cell

// i.e the destination then print the path

if (p.i == n - 1 && p.j == m - 1) {

for (auto x : p.path)

cout << x << " ";

cout << "\n";

}

// if we are in the last row

// then only right movement is possible

else if (p.i == n - 1) {

vector<int> temp = p.path;

// updating the current path

temp.push\_back(maze[p.i][p.j + 1]);

q.push({ temp, p.i, p.j + 1 });

}

// if we are in the last column

// then only down movement is possible

else if (p.j == m - 1) {

vector<int> temp = p.path;

// updating the current path

temp.push\_back(maze[p.i + 1][p.j]);

q.push({ temp, p.i + 1, p.j });

}

// else both right and down movement

// are possible

else { // right movement

vector<int> temp = p.path;

// updating the current path

temp.push\_back(maze[p.i][p.j + 1]);

q.push({ temp, p.i, p.j + 1 });

// down movement

temp.pop\_back();

// updating the current path

temp.push\_back(maze[p.i + 1][p.j]);

q.push({ temp, p.i + 1, p.j });

}

}

}

// Driver Code

int main()

{

vector<vector<int> > maze{ { 1, 2, 3 },

{ 4, 5, 6 },

{ 7, 8, 9 } };

printAllPaths(maze);

return 0;

}

**Output**

1 2 3 6 9

1 2 5 6 9

1 2 5 8 9

1 4 5 6 9

1 4 5 8 9

1 4 7 8 9

# 271. Partition of a set into K subsets with equal sum

Given an integer array **a[ ]** of **N** elements and an integer **K**, the task is to check if the array **a[ ]** could be divided into **K** non-empty subsets with equal sum of elements.  
**Note:** All elements of this array should be part of exactly one partition.

**Example 1:**

**Input:**

N = 5

a[] = {2,1,4,5,6}

K = 3

**Output:**

1

**Explanation:** we can divide above array

into 3 parts with equal sum as (2, 4),

(1, 5), (6)

**Example 2:**

**Input**:

N = 5

a[] = {2,1,5,5,6}

K = 3

**Output:**

0

**Explanation**: It is not possible to divide

above array into 3 parts with equal sum.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **isKPartitionPossible()** which takes the array a[], the size of the array N, and the value of K as inputs and returns true(same as 1) if possible, otherwise false(same as 0).

**Expected Time Complexity:** O(N\*2N).  
**Expected Auxiliary Space:** O(2N).

**Constraints:**  
1 ≤ K ≤ N ≤ 10  
1 ≤ a[i] ≤ 100

## Solution:

We can solve this problem recursively, we keep an array for sum of each partition and a boolean array to check whether an element is already taken into some partition or not.  
First we need to check some base cases,  
If K is 1, then we already have our answer, complete array is only subset with same sum.  
If N < K, then it is not possible to divide array into subsets with equal sum, because we can’t divide the array into more than N parts.  
If sum of array is not divisible by K, then it is not possible to divide the array. We will proceed only if k divides sum. Our goal reduces to divide array into K parts where sum of each part should be array\_sum/K  
In below code a recursive method is written which tries to add array element into some subset. If sum of this subset reaches required sum, we iterate for next part recursively, otherwise we backtrack for different set of elements. If number of subsets whose sum reaches the required sum is (K-1), we flag that it is possible to partition array into K parts with equal sum, because remaining elements already have a sum equal to required sum.

// C++ program to check whether an array can be

// partitioned into K subsets of equal sum

#include <bits/stdc++.h>

using namespace std;

// Recursive Utility method to check K equal sum

// subsetition of array

/\*\*

array - given input array

subsetSum array - sum to store each subset of the array

taken - boolean array to check whether element

is taken into sum partition or not

K - number of partitions needed

N - total number of element in array

curIdx - current subsetSum index

limitIdx - lastIdx from where array element should

be taken \*/

bool isKPartitionPossibleRec(int arr[], int subsetSum[], bool taken[],

int subset, int K, int N, int curIdx, int limitIdx)

{

if (subsetSum[curIdx] == subset)

{

/\* current index (K - 2) represents (K - 1) subsets of equal

sum last partition will already remain with sum 'subset'\*/

if (curIdx == K - 2)

return true;

// recursive call for next subsetition

return isKPartitionPossibleRec(arr, subsetSum, taken, subset,

K, N, curIdx + 1, N - 1);

}

// start from limitIdx and include elements into current partition

for (int i = limitIdx; i >= 0; i--)

{

// if already taken, continue

if (taken[i])

continue;

int tmp = subsetSum[curIdx] + arr[i];

// if temp is less than subset then only include the element

// and call recursively

if (tmp <= subset)

{

// mark the element and include into current partition sum

taken[i] = true;

subsetSum[curIdx] += arr[i];

bool nxt = isKPartitionPossibleRec(arr, subsetSum, taken,

subset, K, N, curIdx, i - 1);

// after recursive call unmark the element and remove from

// subsetition sum

taken[i] = false;

subsetSum[curIdx] -= arr[i];

if (nxt)

return true;

}

}

return false;

}

// Method returns true if arr can be partitioned into K subsets

// with equal sum

bool isKPartitionPossible(int arr[], int N, int K)

{

// If K is 1, then complete array will be our answer

if (K == 1)

return true;

// If total number of partitions are more than N, then

// division is not possible

if (N < K)

return false;

// if array sum is not divisible by K then we can't divide

// array into K partitions

int sum = 0;

for (int i = 0; i < N; i++)

sum += arr[i];

if (sum % K != 0)

return false;

// the sum of each subset should be subset (= sum / K)

int subset = sum / K;

int subsetSum[K];

bool taken[N];

// Initialize sum of each subset from 0

for (int i = 0; i < K; i++)

subsetSum[i] = 0;

// mark all elements as not taken

for (int i = 0; i < N; i++)

taken[i] = false;

// initialize first subsubset sum as last element of

// array and mark that as taken

subsetSum[0] = arr[N - 1];

taken[N - 1] = true;

// call recursive method to check K-substitution condition

return isKPartitionPossibleRec(arr, subsetSum, taken,

subset, K, N, 0, N - 1);

}

// Driver code to test above methods

int main()

{

int arr[] = {2, 1, 4, 5, 3, 3};

int N = sizeof(arr) / sizeof(arr[0]);

int K = 3;

if (isKPartitionPossible(arr, N, K))

cout << "Partitions into equal sum is possible.\n";

else

cout << "Partitions into equal sum is not possible.\n";

}

**Output:**

Partitions into equal sum is possible.

**My Implementation:**

class Solution{

public:

bool flag = false;

void fun(int a[], int n, int k, int sum, int curr, int ind){

if(ind==n){

flag = true;

return;

}

if(curr==sum)

curr = 0;

for(int i=ind; i<n; i++){

if(curr+a[i]<=sum){

swap(a[ind], a[i]);

fun(a, n, k, sum, curr+a[ind], ind+1);

swap(a[ind], a[i]);

}

}

}

bool isKPartitionPossible(int a[], int n, int k)

{

int sum = 0;

for(int i=0;i<n;i++)

sum += a[i];

if(sum%k!=0)

return false;

fun(a, n, k, sum/k, 0, 0);

return flag;

}

};

# 272. Find the K-th Permutation Sequence of first N natural numbers

Given two **integers N and K**, find the Kth permutation sequence of numbers from 1 to N without using STL function.  
*Note: Assume that the inputs are such that Kth permutation of N number is always possible.*

**Examples:**

***Input:****N = 3, K = 4****Output:****231****Explanation:****The ordered list of permutation sequence from integer 1 to 3 is : 123, 132, 213, 231, 312, 321. So, the 4th permutation sequence is “231”.*

***Input:****N = 2, K = 1****Output:****12   
Explanation:   
For n = 2, only 2 permutations are possible 12 21. So, the 1st permutation sequence is “12”.*

## Solution:

**Naive Approach:**  
To solve the problem mentioned above the simple approach is to find all permutation sequences and output the kth out of them. But this method is not so efficient and takes more time, hence it can be optimized.

**Efficient Approach:**  
To optimize the above method mentioned above, observe that the value of *k* can be directly used to find the number at each index of the sequence.

* The first position of an *n* length sequence is occupied by each of the numbers from 1 to n **exactly n! / n that is (n-1)! number of times** and in ascending order. So the **first position of the kth sequence will be occupied by the number present at index = k / (n-1)!** (according to 1-based indexing).
* The currently found number can not occur again so it is removed from the original n numbers and now the problem reduces to finding the ( k % (n-1)! )th permutation sequence of the remaining n-1 numbers.
* This process can be repeated until we have only one number left which will be placed in the first position of the last 1-length sequence.
* The factorial values involved here can be very large as compared to k. So, the trick used to avoid the full computation of such large factorials is that as soon as the **product n \* (n-1) \* … becomes greater than k**, we no longer need to find the actual factorial value because:

*k / n\_actual\_factorial\_value = 0   
and k / n\_partial\_factorial\_value = 0   
when partial\_factorial\_value > k*

Below is the implementation of the above approach:

// C++ program to Find the kth Permutation

// Sequence of first n natural numbers

#include <bits/stdc++.h>

using namespace std;

// Function to find the index of number

// at first position of

// kth sequence of set of size n

int findFirstNumIndex(int& k, int n)

{

if (n == 1)

return 0;

n--;

int first\_num\_index;

// n\_actual\_fact = n!

int n\_partial\_fact = n;

while (k >= n\_partial\_fact

&& n > 1) {

n\_partial\_fact

= n\_partial\_fact

\* (n - 1);

n--;

}

// First position of the

// kth sequence will be

// occupied by the number present

// at index = k / (n-1)!

first\_num\_index = k / n\_partial\_fact;

k = k % n\_partial\_fact;

return first\_num\_index;

}

// Function to find the

// kth permutation of n numbers

string findKthPermutation(int n, int k)

{

// Store final answer

string ans = "";

set<int> s;

// Insert all natural number

// upto n in set

for (int i = 1; i <= n; i++)

s.insert(i);

set<int>::iterator itr;

// Mark the first position

itr = s.begin();

// subtract 1 to get 0 based indexing

k = k - 1;

for (int i = 0; i < n; i++) {

int index

= findFirstNumIndex(k, n - i);

advance(itr, index);

// itr now points to the

// number at index in set s

ans += (to\_string(\*itr));

// remove current number from the set

s.erase(itr);

itr = s.begin();

}

return ans;

}

// Driver code

int main()

{

int n = 3, k = 4;

string kth\_perm\_seq

= findKthPermutation(n, k);

cout << kth\_perm\_seq << endl;

return 0;

}

**Output:**

231